**#1 Введение во Flask**

[**Flask**](https://pythonru.com/tag/flask) — это микрофреймворк для Python, созданный в 2010 году разработчиком по имени Армин Ронахер. Но что значит это «микро»?

Это говорит о том, что Flask действительно маленький. У него в комплекте нет ни набора инструментов, ни библиотек, которыми славятся другим популярные фреймворки Python: Django или Pyramid. Но он создан с потенциалом для расширения. Во фреймворке есть набор базовых возможностей, а расширения отвечают за все остальное. «Чистый» Flask не умеет подключаться к базе данных, проверять данные формы, загружать файлы и так далее. Для добавления этих функций нужно использовать расширения. Это помогает использовать только те, которые на самом деле нужны.

Flask также не такой жесткий в отношении того, как разработчик должен структурировать свою программу, в отличие от, например, Django где есть строгие правила. Во Flask можно следовать собственной схеме.

**#2 Установка Flask**

**Примечание**: перед тем как двигаться дальше, нужно удостовериться, что в системе [**установлены Python**](https://pythonru.com/tag/skachat-i-ustanovit-python) и пакет virtualenv.

## Создание виртуальной среды (Virtual Environment)

Виртуальная среда — это изолированная копия Python, куда устанавливаются пакеты, не затрагивающие глобальную версию Python. Начать нужно с создания папки flask\_app. В ней будет храниться [**приложение Flask**](https://pythonru.com/tag/flask).

gvido@vm:~$ mkdir flask\_app

gvido@vm:~$

Важно не забыть сменить рабочий каталог на flask\_app с помощью команды cd.

gvido@vm:~$ cd flask\_app/

gvido@vm:~/flask\_app$

Следующий шаг — создание виртуальной среды внутри папки flask\_app с помощью команды virtualenv.

gvido@vm:~/flask\_app$ virtualenv env

Using base prefix '/usr'

New python executable in /home/gvido/flask\_app/env/bin/python3

Also creating executable in /home/gvido/flask\_app/env/bin/python

Installing setuptools, pip, wheel...done.

gvido@vm:~/flask\_app$

После выполнения вышеуказанной команды в папке flask\_app должна появиться еще одна под названием env. В ней будет храниться отдельная версия Python, включающая все исполняемые скрипты, как и в глобальной версии. Для использования среды ее нужно активировать.

В Linux и Mac OS это делается с помощью следующей команды.

gvido@-vm:~/flask\_app$ source env/bin/activate

(env) gvido@vm:~/flask\_app$

Пользователям Windows нужно использовать следующую команду.

C:\Users\gvido\flask\_app>env\Scripts\activate

(env) C:\Users\gvido\flask\_app>

Стоит обратить внимание, что название виртуальной среды теперь написано в скобках перед активной строкой ввода, например, (env). Это значит, что среда есть и активна. Теперь все установленные пакеты будут доступны только внутри этой среды.

Включение виртуальной среды временно меняет переменную окружения PATH. Так, если сейчас ввести в терминале python, будет вызван интерпретатор внутри среды, то есть, env, вместо глобального.

После окончания работы со средой, ее нужно выключить с помощью команды deactivate.

(env) gvido@vm:~/flask\_app$ deactivate

gvido@vm:~/flask\_app$

Эта же команда снова делает доступным глобальный интерпретатор Python.

## Установка Flask

Для установки Flask внутри виртуальной среды нужно ввести следующую команду.

(env) gvido@vm:~/flask\_app$ pip install flask

Проверить, прошла ли установка успешно, можно, вызвав интерпретатор Python и импортировав Flask.

(env) gvido@vm:~/flask\_app$ python

Python 3.5.2 (default, Nov 17 2016, 17:05:23)

[GCC 5.4.0 20160609] on linux

Type "help", "copyright", "credits" or "license" for more information.

>>> import flask

>>> flask.\_\_version\_\_

'0.12.2'

>>>

Если ошибок нет, значит Flask успешно установился.

**#3 Основы Flask**

## Hello World во фреймворке Flask

Начать [**знакомство с Flask**](https://pythonru.com/uroki/1-vvedenie-vo-flask) можно с создания простого приложения, которое выводит “Hello World”. Создаем новый файл main.py и вводим следующий код.

from flask import Flask

app = Flask(\_\_name\_\_)

@app.route('/')

def index():

return 'Hello World'

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

Это приложение “Hello World”, созданное с помощью фреймворка Flask. Если код в main.py не понятен, это нормально. В следующих разделах все будет разбираться подробно. Чтобы запустить main.py, нужно ввести следующую команду в виртуальную среду Python.

(env) gvido@vm:~/flask\_app$ python main.py

\* Running on http://127.0.0.1:5000/ (Press CTRL+C to quit)

Запуск файла main.py запускает локальный сервер для разработки на порте 5000. Осталось открыть любимый браузер и зайти на https://127.0.0.1:5000/, чтобы увидеть приложение Hello World в действии.  
![Hello World во фреймворке Flask ](data:image/png;base64,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)

Остановить сервер можно с помощью комбинации CTRL+C.

## Создание приложения Flask

У каждого Flask-приложения должен быть экземпляр класса. Экземпляр — это WSGI-приложение (WSGI – это интерфейс для взаимодействия сервера с фреймворком), которое показывает, что сервер передает все полученные запросы экземпляру для дальнейшей обработки. Объект класса Flask создается следующим образом:

from flask import Flask

app = Flask(\_\_name\_\_)

В первой строке класс Flask импортируется из пакета flask.

Во второй строке создается объект Flask. Для этого конструктору Flask назначается аргумент \_\_name\_\_. Конструктор Flask должен иметь один обязательный аргумент. Им служит название пакета. В большинстве случаев значение \_\_name\_\_ подходит. Название пакета приложения используется фреймворком Flask, чтобы находить статические файлы, шаблоны и т. д.

## Создание route (путей)

Маршрут (или путь) используется во фреймворке Flask для привязки URL к функции представления. Эта функция отвечает на запрос. Во Flask декоратор route используется, чтобы связать URL адрес с функций. Вот как маршрут создается.

@app.route('/')

def index():

return 'Hello World'

Этот код назначает функцию index() обработчиком корневого URL в приложении. Другими словами, каждый раз, когда приложение будет получать запрос, где путь — /, вызывается функция index(), и на этом запрос завершается.

Как вариант можно использовать метод add\_url\_rule() вместо декоратора route для маршрутизации. add\_url\_rule() — это простой метод, а не декоратор. Помимо URL он принимает конечную точку и название функции представления. Конечная точка относится к уникальному имени маршрута. Обычно, название функции представления — это и есть конечная точка. Flask может генерировать URL из конечной точки, но об этом позже. Предыдущий код аналогичен следующему:

def index():

return 'Hello World'

app.add\_url\_rule('/', 'index', index)

Декоратор route используется в большинстве случаев, но у add\_url\_rule() есть свои преимущества.

Функция представления должна вернуть строку. Если пытаться вернуть что-то другое, сервер ответит ошибкой 500 Internal Sever Error.

Можно создать столько столько, сколько нужно приложению. Например, в следующем списке 3 пути.

@app.route('/')

def index():

return 'Home Page'

@app.route('/career/')

def career():

return 'Career Page'

@app.route('/feedback/')

def feedback():

return 'Feedback Page'

Когда URL в маршруте заканчивается завершающим слешем (/), Flask перенаправляет запрос без слеша на URL со слешем. Так, запрос к /career будет перенаправлен на /career/.

Для одной функции представления может быть использовано несколько URL. Например:

@app.route('/contact/')

@app.route('/feedback/')

def feedback():

return 'Feedback Page'

В этом случае в ответ на запросы /contact/ или /feedback/, будет вызвана функция feedback().

Если перейти по адресу, для которого нет соответствующей функции представления, появится ошибка 404 Not Found.

Эти маршруты статичны. Большая часть современных приложений имеют динамичные URL. Динамичный URL – это адрес, который состоит из одной или нескольких изменяемых частей, влияющих на вывод страницы. Например, при создании веб-приложения со страницами профилей, у каждого пользователя будет уникальный id. Профиль первого пользователя будет на странице /user/1, второго — на /user/2 и так далее. Очень неудобный способ добиться такого результата — создавать маршруты для каждого пользователя отдельно.

Вместе этого можно отметить динамические части URL как <variable\_name> (переменные). Эти части потом будут передавать ключевые слова функции отображения. Следующий код демонстрирует путь с динамическим элементом.

@app.route('/user/<id>/')

def user\_profile(id):

return "Profile page of user #{}".format(id)

В этом примере на месте <id> будет указываться часть URI, которая идет после /user/. Например, если зайти на /user/100/, ответ будет следующим.

Profile page of user #100

Этот элемент не ограничен числовыми id. Адрес может быть /user/cowboy/, /user/foobar10/, /user/@@##/ и так далее. Но он не будет работать со следующими URI: /user/, /user/12/post/. Можно ограничить маршрут, чтобы он работал только с числовыми id после /user/. Это делается с помощью конвертера.

По умолчанию динамические части URL передаются в функцию в виде строк. Это можно изменить с помощью конвертера, который указывается перед динамическими элементами URL с помощью <converter:variable\_name>. Например, /user/<int:id>/ будет работать с адресами /user/1/, /user/200/ и другими. Но /user/cowboy/, /user/foobar10/ и /user/@@##/ не подойдут.

В этом списке все конвертеры, доступные во Flask:

| **Конвертер** | **Описание** |
| --- | --- |
| string | принимает любые строки (значение по умолчанию). |
| int | принимает целые числа. |
| float | принимает числа с плавающей точкой. |
| path | принимает полный путь включая слеши и завершающий слеш. |
| uuid | принимает строки uuid (символьные id). |

## Запуск сервера

Для запуска сервера разработки нужно использовать метод run() объекта Flask.

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

Условие \_\_name\_\_ == "\_\_main\_\_" гарантирует, что метод run() будет вызван только в том случае, если main.py будет запущен, как основная программа. Если попытаться использовать метод run() при импорте main.py в другой модуль Python, он не вызовется.

**Важно**: сервер разработки Flask используется исключительно для тестирования, поэтому его производительность невысокая.

Теперь должно быть понятнее, как работает main.py.

## Режим отладки (Debug)

Баги неизбежны в программировании. Поэтому так важно знать, как находить ошибки в программе и исправлять их. Во Flask есть мощный интерактивный отладчик, который по умолчанию отключен. Когда он выключен, а в программе обнаруживается ошибка, функция показывает 500 Internal Sever Error. Чтобы увидеть это поведение наглядно, можно специально добавить баг в файл main.py.

from flask import Flask

app = Flask(\_\_name\_\_)

@app.route('/')

def index():

print(i)

return 'Hello World'

if \_\_name\_\_ == "\_\_main\_\_":

app.run()

В этом случае программа пытается вывести значение неопределенной переменной i, что приводит к ошибке. Если открыть https://127.0.0.1:5000/, то появится ошибка 500 Internal Sever Error:  
![ошибка 500 Internal Sever Error](data:image/png;base64,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)

Тем не менее сам браузер не сообщает о типе ошибки. Если посмотреть в консоль, то можно увидеть отчет об ошибке. В данном случае он выглядит вот так:

File "/home/gvido/flask\_app/env/lib/python3.5/site-packages/flask/app.py", line 1612, in full\_dispatch\_request

rv = self.dispatch\_request()

File "/home/gvido/flask\_app/env/lib/python3.5/site-packages/flask/app.py", line 1598, in dispatch\_request

return self.view\_functions[rule.endpoint](\*\*req.view\_args)

File "main.py", line 13, in index

print(i)

NameError: name 'i' is not defined

Когда режим отладки выключен, после изменения кода нужно каждый раз вручную запускать сервер, чтобы увидеть изменения. Но режим отладки будет перезапускать его после любых изменений в коде.

Чтобы включить режим, нужно передать аргумент debug=True методу run():

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True)

Еще один способ — указать значение True для атрибута debug.

from flask import Flask

app = Flask(\_\_name\_\_)

app.debug = True

После обновления файл main.py следующим образом его можно запускать.

from flask import Flask

app = Flask(\_\_name\_\_)

@app.route('/')

def index():

print(i)

return 'Hello World'

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True) # add debug mode

Теперь при открытии https://127.0.0.1:5000/ на странице будет отладчик.

Теперь, когда отладчик включен, вместо ошибки 500 Internal Server на странице будет отображаться отчет об ошибке. Он в полной мере описывает, какая ошибка случилась. Внизу страницы видно, что оператор print пытался вывести значение неопределенной переменной i. Там же указан тип ошибки, NameError, что подтверждает то, что ошибка заключается в том, что имя i не определено.

Кликнув на строчку кода на странице вывода ошибки, можно получить исходный код, где эта ошибка обнаружена, а также предыдущие и следующие строчки. Это помогает сразу понять контекст ошибки.

![исходный код, где эта ошибка обнаружена](data:image/png;base64,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)

При наведении на строчку кода отображается иконка терминала. Нажав на нее, откроется консоль, где можно ввести любой код Python.

![консоль, где можно ввести любой код Python](data:image/png;base64,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)

В ней можно проверить локальные переменные.
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Если консоль открывается первый раз, то нужно ввести PIN-код.
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Это мера безопасности, призванная ограничить доступ к консоли неавторизованным пользователям. Посмотреть код можно в консоли при запуске сервера. Он будет указан в начале вывода.
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Завершить урок стоит созданием еще одного [**приложения Flask**](https://pythonru.com/tag/flask) с применением всех имеющихся знаний.

Создаем еще один файл main2.py со следующим кодом:

from flask import Flask

app = Flask(\_\_name\_\_)

@app.route('/')

def index():

return 'Hello Flask'

@app.route('/user/<int:user\_id>/')

def user\_profile(user\_id):

return "Profile page of user #{}".format(user\_id)

@app.route('/books/<genre>/')

def books(genre):

return "All Books in {} category".format(genre)

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True)

Если запустить файл и зайти на https://127.0.0.1:5000/, браузер поприветствует выражением «Hello Flask»:

![Hello Flask](data:image/png;base64,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)

В этой новой версии приложения есть два динамических пути. Если в браузере ввести https://127.0.0.1:5000/user/123/, откроется страница со следующим содержанием:
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Стоит заметить, что путь /user/<int:user\_id>/ будет работать только с теми URL, где динамическая часть (user\_id) представлена числом.

Чтобы проверить второй динамический путь, нужно открыть https://127.0.0.1:5000/books/sci-fi/. В этот раз получится следующее:
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Если сейчас попробовать открыть URL, который не определен в путях, выйдет ошибка 404 Not Found. Например, такой ответ получите при попытке перейти на https://127.0.0.1:5000/products.

## Как Flask обрабатывает запрос?

Откуда Flask знает, какую функцию выводить, когда он получает запрос от клиента?

Flask сопоставляет URL и функции отображения, которые будут выводиться. Определение соответствий (маршрутизация) создается с помощью декоратора route или метода add\_url\_rule() в экземпляре Flask. Получить доступ к этим соответствиям можно с помощью атрибута url\_map у экземпляра Flask.

>>>

>>> from main2 import app

>>> app.url\_map

Map([<Rule '/' (OPTIONS, GET, HEAD) -> index>,

<Rule '/static/<filename>' (OPTIONS, GET, HEAD) -> static>,

<Rule '/books/<genre>' (OPTIONS, GET, HEAD) -> books>,

<Rule '/user/<user\_id>' (OPTIONS, GET, HEAD) -> user\_profile>])

>>>

Как видно, есть 4 правила. Flask определяет соответствия URL в следующем формате:

url pattern, (comma separated list of HTTP methods handled by the route) -> view function to execute

Путь /static/<filename> автоматически добавляется для статических файлов Flask. О работе со статическими файлами речь пойдет в отдельном уроке «Обслуживание статических файлов во Flask».

**#4 Контексты во Flask**

Flask использует контексты, чтобы временно делать определенные глобальные доступными в глобальной области видимости.

Знакомые с Django могут обратить внимание на то, что функция представления во Flask не принимает request первым аргументом. Во Flask доступ к данным осуществляется с помощью входящего запроса, используя объект request:

from flask import Flask, request

@app.route('/')

def requestdata():

return "Hello! Your IP is {} and you are using {}: ".format(request.remote\_addr,

request.user\_agent)

Код выше может создать впечатление, что request — это глобальный объект, но на самом деле это не так. Если бы request был глобальным объектом, тогда в многопоточной программе приложение не смогло бы различать два одновременных процесса, поскольку программа такого типа распределяет все переменные по потокам. Во Flask используется то, что называется “Контекстами”. Они заставляют отдельные переменные вести себя как глобальные. Обращаясь к этим переменным, пользователь получает доступ к объекту в конкретном потоке. Технически такие переменные называются локальными или внутрипоточными.

Согласно документации Flask существует два вида контекстов:

1. Контекст приложения
2. Контекст запроса

Контекст приложения используется для хранения общих переменных приложения, таких как подключение к базе данных, настройки и т. д. А контекст запроса используется для хранения переменных конкретного запроса.

Контекст приложения предлагает такие объекты как current\_app или g. current\_app ссылается на экземпляр, который обрабатывает запрос, а g используется, чтобы временно хранить данные во время обработки запроса. Когда значение установлено, к нему можно получить доступ из любой функции представления. Данные в g сбрасываются после каждого запроса.

Как и контекст приложения, контекст запроса также предоставляет объекты: request и session. request содержит информацию о текущем запросе, а session — это [**словарь (dict)**](https://pythonru.com/uroki/slovar-dict-uroki-po-python-dlja-nachinajushhih). В нем хранятся значения, которые сохраняются между запросами.

Flask активирует контексты приложения и запроса, когда запрос получен и удаляет их, когда он обработан. Когда используется контекст приложения, все его переменные становятся доступным для потока. То же самое происходит и с контекстом запроса. Когда он активируется, его переменные могут быть использованы в потоке. Внутри функций представления можно получить доступ ко всем объектам контекстов приложения и запроса, так что не стоит волноваться о том, активны ли контексты или нет. Но если попробовать получить к ним доступ вне функции представления или в консоли Python, выйдет ошибка. Следующий пример демонстрирует ее:

>>> from flask import Flask, request, current\_app

>>>

>>> request.method # получаем метод запроса

Traceback (most recent call last):

#...

RuntimeError: Working outside of request context.

This typically means that you attempted to use functionality that needed an active HTTP request. Consult the documentation on testing for information about how to avoid this problem.

>>>

request\_method возвращает HTTP-метод, используемый в запросе, но поскольку самого HTTP-запроса нет, то и контекст запроса не активируется.

Похожая ошибка возникнет, если попытаться получить доступ к объекту, который предоставляется контекстом приложения.

>>> current\_app.name # получим название приложения

Traceback (most recent call last):

#...

RuntimeError: Working outside of application context.

This typically means that you attempted to use functionality that needed to interface with the current application object in a way. To solve

this set up an application context with app.app\_context(). See the documentation for more information.

>>>

Чтобы получить доступ к объектам, предоставляемым контекстами приложения и запроса вне функции представления, нужно сперва создать соответствующий контекст.

Создать контекст приложения можно с помощью метода app\_context() для экземпляра Flask.

>>> from main2 import app

>>> from flask import Flask, request, current\_app

>>>

>>> app\_context = app.app\_context()

>>> app\_context.push()

>>>

>>> current\_app.name

'main2'

Предыдущий код можно упростить используя выражение with следующим образом:

>>> from main2 import app

>>> from flask import request, current\_app

>>>

>>>

>>> with app.app\_context():

... current\_app.name

...

'main2'

>>>

При создании контекстов лучше всего использовать выражение with.

Похожим образом можно создавать контекст запроса с помощью метода test\_request\_context() в экземпляре Flask. Важно запомнить, что когда активируется контекст запроса, контекст приложения создается, если его не было до этого. Следующий код демонстрирует процесс создания контекста запроса:

>>> from main2 import app

>>> from flask import request, current\_app

>>>

>>>

>>> with app.test\_request\_context('/products'):

... request.path # получим полный путь к запрашиваемой странице(без домена).

... request.method

... current\_app.name

...

'/products'

'GET'

'main2'

>>>

Адрес /products выбран произвольно.  
Это все, что нужно знать о контекстах во Flask.

# #5 Ответ сервера и перехват запросов во Flask

## Ответ сервера

Flask предлагает три варианта для создания ответа:

1. В виде строки или с помощью шаблонизатора
2. Объекта ответа
3. Кортежа в формате (response, status, headers) или (response, headers)

Далее о каждом поподробнее.

### Создание ответа в виде строки

@app.route('/books/<genre>')

def books(genre):

return "All Books in {} category".format(genre)

До сих пор этот способ использовался, чтобы отправлять ответ клиенту. Когда Flask видит, что из функции представления возвращается строка, он автоматически конвертирует ее в объект ответа (с помощью метода make\_response()) со строкой, содержащей тело ответа, статус-код HTTP 200 и значение text/html в заголовке content-type. В большинстве случаев это — все, что нужно. Но иногда необходимы дополнительные заголовки перед отправлением ответа клиенту. Для этого создавать ответ нужно с помощью функции make\_response().

### Создание ответа с помощью make\_response()

Синтаксис make\_response() следующий:

res\_obj = make\_response(res\_body, status\_code=200)

res\_body — обязательный аргумент, представляющий собой тело ответа, а status\_code — опциональный, по умолчанию его значение равно 200.

Следующий код показывает, как добавить дополнительные заголовки с помощью функции make\_response().

from flask import Flask, make\_response,

@app.route('/books/<genre>')

def books(genre):

res = make\_response("All Books in {} category".format(genre))

res.headers['Content-Type'] = 'text/plain'

res.headers['Server'] = 'Foobar'

return res

Следующий — демонстрирует, как вернуть ошибку 404 с помощью make\_response().

@app.route('/')

def http\_404\_handler():

return make\_response("<h2>404 Error</h2>", 400)

Настройка куки — еще одна базовая задача для любого веб-приложения. Функция make\_response() максимально ее упрощает. Следующий код устанавливает два куки в клиентском браузере.

@app.route('/set-cookie')

def set\_cookie():

res = make\_response("Cookie setter")

res.set\_cookie("favorite-color", "skyblue")

res.set\_cookie("favorite-font", "sans-serif")

return res

**Примечание**: куки обсуждаются подробно в уроке «Куки во Flask».

Куки, заданные в вышеуказанном коде, будут активны до конца сессии в браузере. Можно указать собственную дату истечения их срока, передав в качестве третьего аргумента в методе set\_cookie() количество секунд. Например:

@app.route('/set-cookie')

def set\_cookie():

res = make\_response("Cookie setter")

res.set\_cookie("favorite-color", "skyblue", 60\*60\*24\*15)

res.set\_cookie("favorite-font", "sans-serif", 60\*60\*24\*15)

return res

Здесь, у куки будут храниться 15 дней.

### Создание ответов с помощью кортежей

Последний способ создать ответ — использовать [**кортежи**](https://pythonru.com/uroki/kortezhi-tuple-uroki-po-python-dlja-nachinajushhih) в одном из следующих форматов:

(response, status, headers)

(response, headers)

(response, status)

response — строка, представляющая собой тело ответа, status — код состояния HTTP, который может быть указан в виде целого числа или строки, а headers — словарь со значениями заголовков.

@app.route('/')

def http\_500\_handler():

return ("<h2>500 Error</h2>", 500)

Функция представления вернет ошибку HTTP 500 Internal Server Error. Поскольку при создании кортежей можно не писать скобки, вышеуказанный код можно переписать следующим образом:

@app.route('/')

def http\_500\_handler():

return "<h2>500 Error</h2>", 500

Следующий код демонстрирует, как указать заголовки с помощью кортежей:

@app.route('/')

def render\_markdown():

return "## Heading", 200, {'Content-Type': 'text/markdown'}

Сможете догадаться, что делает следующая функция?

@app.route('/transfer')

def transfer():

return "", 302, {'location': 'https://localhost:5000/login'}

Функция представления перенаправляет пользователя на https://localhost:5000/login с помощью ответа 302 (временное перенаправление). Перенаправление пользователей — настолько распространенная практика, что во Flask для этого есть даже отдельная функция redirect().

from flask import Flask, redirect

@app.route('/transfer')

def transfer():

return redirect("https://localhost:5000/login")

По умолчанию, redirect() осуществляет 302 редиректы. Чтобы использовать 301, нужно указать это в функции redirect():

from flask import Flask, redirect

@app.route('/transfer')

def transfer():

return redirect("https://localhost:5000/login", code=301)

## Перехват запросов

В веб-приложениях часто нужно исполнить определенный код до или после запроса. Например, нужно вывести весь список IP-адресов пользователей, которые используют приложение или авторизовать пользователя до того как показывать ему скрытые страницы. Вместе того чтобы копировать один и тот же код внутри каждой функции представления, Flask предлагает следующие декораторы:

* before\_first\_request: этот декоратор выполняет функцию еще до обработки первого запроса
* before\_request: выполняет функцию до обработки запроса
* after\_request: выполняет функцию после обработки запроса. Такая функция не будет вызвана при возникновении исключений в обработчике запросов. Она должна принять объект ответа и вернуть тот же или новый ответ.
* teardown\_request: этот декоратор похож на after\_request. Но вызванная функция всегда будет выполняться вне зависимости от того, возвращает ли обработчик исключение или нет.

Стоит отметить, что если функция в before\_request возвращает ответ, тогда обработчик запросов не вызывается.

Следующий код демонстрирует, как использовать эти точки перехвата во Flask. Нужно создать новый файл hooks.py с таким кодом:

from flask import Flask, request, g

app = Flask(\_\_name\_\_)

@app.before\_first\_request

def before\_first\_request():

print("before\_first\_request() called")

@app.before\_request

def before\_request():

print("before\_request() called")

@app.after\_request

def after\_request(response):

print("after\_request() called")

return response

@app.route("/")

def index():

print("index() called")

return '<p>Testings Request Hooks</p>'

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True)

После этого необходимо запустить сервер и сделать первый запрос, перейдя на страницу https://localhost:5000/. В консоли, где был запущен сервер, должен появиться следующий вывод:

before\_first\_request() called

before\_request() called

index() called

after\_request() called

Примечание: записи о запросах к серверу опущены для краткости.

После перезагрузки страницы отобразится следующий вывод.

before\_request() called

index() called

after\_request() called

Поскольку это второй запрос, функция before\_first\_request() не будет вызываться.

### Отмена запроса с помощью abort()

Flask предлагает функцию abort() для отмены запроса с конкретным типом ошибки: 404, 500 и так далее. Например:

from flask import Flask, abort

@app.route('/')

def index():

abort(404)

# код после выполнения abort() не выполняется

Эта функция представления вернет стандартную страницу ошибки 404, которая выглядит вот так:  
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abort() покажет похожие страницы для других типов ошибок. Если нужно изменить внешний вид страниц с ошибками, необходимо использовать декоратор errorhandler.

## Изменение страниц ошибок

Декоратор errorhandler используется для создания пользовательских страниц с ошибками. Он принимает один аргумент — ошибку HTTP, — для которой создается страница. Откроем файл hooks.py для создания кастомных страниц ошибок 404 и 500 с помощью декоратора:

from flask import Flask, request, g, abort

#...

#...

@app.after\_request

def after\_request(response):

print("after\_request() called")

return response

@app.errorhandler(404)

def http\_404\_handler(error):

return "<p>HTTP 404 Error Encountered</p>", 404

@app.errorhandler(500)

def http\_500\_handler(error):

return "<p>HTTP 500 Error Encountered</p>", 500

@app.route("/")

def index():

# print("index() called")

# return '<p>Testings Request Hooks</p>'

abort(404)

if \_\_name\_\_ == "\_\_main\_\_":

#...

Стоит отметить, что оба обработчика ошибок принимают один аргумент error, который содержит дополнительную информацию о типе ошибки.

Если сейчас посетить корневой URL, отобразится следующий ответ:  
![кастомная страница ошибки 404](data:image/png;base64,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)

# #6 Шаблоны во Flask

До этого момента HTML-строки записывались прямо в функцию представления. Это нормально в демонстрационных целях, но неприемлемо при создании реальных приложений. Большинство современных веб-страниц достаточно длинные и состоят из множества динамических элементов. Вместо того чтобы использовать огромные блоки HTML-кода прямо в функциях (с чем еще и неудобно будет работать), применяются шаблоны.

## Шаблоны

Шаблон — это всего лишь текстовый файл с HTML-кодом и дополнительными элементами разметки, которые обозначают динамический контент. Последний станет известен в момент запроса. Процесс, во время которого динамическая разметка заменяется, и генерируется статическая HTML-страница, называется отрисовкой (или рендерингом) шаблона. Во Flask есть встроенный движок шаблонов Jinja, который и занимается тем, что конвертирует шаблон в статический HTML-файл.

Jinja — один из самых мощных и популярных движков для обработки шаблонов для языка Python. Он должен быть известен пользователям Django. Но стоит понимать, что Flask и Jinja – два разных пакета, и они могут использоваться отдельно.

## Отрисовка шаблонов с помощью render\_template()

По умолчанию, Flask ищет шаблоны в подкаталоге templates внутри папки приложения. Это поведение можно изменить, передав аргумент template\_folder конструктору Flask во время создания экземпляра приложения.

Этот код меняет расположение шаблонов по умолчанию на папку jinja\_templates внутри папки приложения.

app = Flask(\_\_name\_\_, template\_folder="jinja\_templates")

Сейчас в этом нет смысла, поэтому пока стоит продолжать использовать папку templates для хранения шаблонов.

Создаем новую папку templates внутри папки приложения flask\_app. В templates — файл index.html со следующим кодом:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<p>Name: {{ name }}</p>

</body>

</html>

Стоит обратить внимание, что в «базовом» HTML-шаблоне есть динамический компонент {{ name }}. Переменная name внутри фигурных скобок представляет собой переменную, значение которой будет определено во время отрисовки шаблона. В качестве примера можно написать, что значением name будет Jerry. Тогда после рендеринга шаблона выйдет следующий код.

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<p>Name: Jerry</p>

</body>

</html>

Flask предоставляет функцию rended\_template для отрисовки шаблонов. Она интегрирует Jinja во Flask. Чтобы отрисовать шаблон, нужно вызвать rended\_template() с именем шаблона и данными, которые должны быть в шаблоне в виде аргументов-ключевых слов. Аргументы-ключевые слова, которые передаются шаблонам, известны как контекст шаблона. Следующий код показывает, как отрисовать шаблон index.html с помощью render\_template().

from flask import Flask, request, render\_template

app = Flask(\_\_name\_\_)

@app.route('/')

def index():

return render\_template('index.html', name='Jerry')

#...

Важно обратить внимание, что name в name='Jerry' ссылается на переменную, упомянутую в шаблоне index.html.

Если сейчас зайти на https://localhost:5000/, выйдет следующий ответ:

![Отрисовка шаблонов с помощью render_template()](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS4AAACjCAMAAAADxwPDAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADAFBMVEX///++vr/29vfh4eIKhP8UR3T39/j5+foAAAD+/v4VSHQVSXX09PX4+Pny8vNzjagUR3Nwi6ZKSktuiaV1j6kVSXZyjadyjKdviqZxi6d0jqhviqWysrMTRnJtiKQTR3J0jqluiaRxi6ZxjKdMTEzAwMH19fa3//8QOF3//98XITvu7u9KY3zi4uP//7eP3/8AX7ff////349nhKFvi6bY2NldXV35+bP/1Im1tbZrh6QhU4BfAF9qamtohaJdAC4jVIDz8/SM2fqPLy8vAABuiqX/t18VSXdviaXNzc5dsP8mVIFzjadtbW3//9Rra2xmg6Fkg6GJLwC/v8D//7BtiaWDg4MYQGTU//8bQGQqV4Mvj99qhqPDw8RFX3lmZmawXQDfjy9yjKgVR3Sw//9kgqEhRWcAL48cQWbr6+yKoLZsiKSPLwAPOFvUiS8vidQAXbAAAF1FX3pubm63XwAAL4nGxsYvL48tWYQvXIVLbY9RcpNJYnsXSnZDXnldAAAuVX4nVYIyXYZaeZpigaBvb28ZTHnv7+/9/f74+PjW1tbc3N0YS3cxWoQgQ2YsS2oSOl5UdZYbT3tBXXlgf5+J1P8USHSIn7VzjakgQWJEaIt2dnYxT20AAF8vAC+EnLNcfJtfAAAvAF8jRGQyWYDP2OE9YYcVSXSHnbRdXbCfn5+BgYH/sF0USHNXd5cAAC8eP2E1XIEeUX46X4QlU4FBZYlHa42JXYnJyck3VHE6VnM9WHVigqChoaK3t7gUPWBft/8sVHwwWIE4XYImRmUwV341Um9PcJHg4OGrq6t8fH1WVlZVVVUWPmIpSGhAZIj52Yw/WnZffp66urvKyspwcHAAXbNgYGAujNrR0dLO2OGbm5wSRnFdidSwXV3fj48AXYmy+frU/9QuAF28xs9ccojk5OUgI0CPX4+JibCMjIyJiS8rU33f/9+wiV2JL12JsP+J1NRdXYkvL4m3t18uAC6w/9T/t7ddsNQALy+3j48AL10vj49dLwCM2bOP37c2nUikAAALSUlEQVR42u3dCVhU1xUH8Imt8hgnna2FgUEQRgYtnSgCBmgw1QAyRMCAUFul4lZLSUGrki5aY6NxS6y1NdHaaG1cWpcabbR2UYmpbYzapEYbky5Jmu77vrfpOfe+N2+Z+6YgdJzl/D/kvmXgc37fOffdmXmJFonSj1ikN4Zn5Ei7PT0jw1Pdkl0xa9bEiROLi4unQYqnFSvB3buULFgAX5jVX4OsXr36k5jLn4Hch/kC5uOQD2O+CfkQy4kTJz4FOX78+DPP7Nu374uQJ588evTonj17zp07dy/L2bNnH4R8VM4HWT7A8k45q1atuhPChscfx8238byVJ7R57NixLVvuv/+BFcMdh3NyvjdCzlBt5s2bZ4UMV/MmOVOmTBFzbdu2jXu1tHRWINdExjPtrmnTDFoLZC6OBQlpXb6sct3HsbgWeAmx9qGVjLUHsZ649wnIr1DsQVlMhIVa3OtO1GJe4Vw6rxXDraZeMpe1D1yZmby4GBd6Vbe0MK7iXe9S8n4lmgMfgS81n1DybchXWb7C8mWWb2A+LedjSr4F+TrmUZbtkMcegy/4tn37o5s2vVufTTzv0eUdxrw9LJcuXTpz5szmzZtHj36fmtEQI1d4fXGuTI1WJm9FbEYIlJe7swK8iot3vT7B82YNl7G8ZC+ZK1PVwu2RI1WvEjd0YwVWV9JwYaxWYT/KXJmqVqbdruPyuFk3Fu9KSfDouGQwM65MBQu0ZK6R9m1paT7wysZunJhsXEPFs5fCpWqpXvY0nw8ujtk4eSUll9WMy24PYSle9ql2KC+nx9PSmRTV5dBzPSRcTDAuJNJo2UNzF1SX0+PGlernEp/LISgvIxhypaUxL7sajmVPT0/3ZbhhLTFrVuJz5Ri8hFdH4EpL416aTGXf05ALqgu9ko5r74tGLy2XTmwqcuHhtPQMJ/dKCi4tWEqKPIOJuNI1JTYVw7XSMjKYV0sycOUIuHTrCc4FVOkarjTGxY6kp89FLpztk4ErR8D1UDhXBsxRIS8YmBZDTJ/LvVpyHw793nb2vs+1Z/88GfduvX1y3Mk8Xc/H+u8auLReMtdQ/WwPXBmMS/biM1Yoc9ELXwk9rPnNChGO8chVL03AYYL0tJZrBPMScWm8GFeovHxMy4e7eXl5MpezpMSTUFwANUH+puUakcOnr73awy+acQGYj3H5fD6mFeJyllS732vkuvX2/6yUpO/g9rNV0uJX4s3LoIVcIwRce/WrCc7FvXxqnHncay6edHqEXJPl6sLh0LV4qy+DFuMaobk4hhYSRi6nk3nl5TEnrqVwoVaGx1NdHYELigvKLO65HEp5OWQuqyY6LvRiQODEsGSuvDyG5YGFaiSuV1+Jw8krrBkdDmX2YmB6LgVM4eJATk3YrqIVsRlXXkuEqd7ByyvHhMuq4fIyH6cubJdpIZiIC5ZgylQfV80oXkhYHbp2jMDl9XqdYSlBRo+IK94jXqZa9V5791oFXsDl9TIujwd9Qm4lJSWwB1CJxyV+EbTfUF76NwplL+Cqra1FMEBRy6wEgwdh2koSrhXDob7kxYQeLJwL/oCJVy40rlVd7fW6OZc7Gbj2DzfhGqr2I3C5a1mwkGQu+AZY1dVuHuOVMTG5Hlix/zD2o7qWELQjcrndubm1tblu2Qu1vBqtbLe7pSUJuEJeDvN2BK7sbOTKVbhyc+GbW6OF0b3ETkwuvC/HehiYBFyh8mJc2WCSm8vBYPC6NWFa2Z2Jz7UFvfablJdSY5wrm3PlMi02AqGKVdGZFFzodTiyl54rFDzCtTpBq6IiGbjk8rKqXA4R1/Lly99iiO7IcsyPE53rp5fYbV9449dofsOXKMCVQulzYo3r5thOLHHh32dYbCecKxBsa87Kam4LBqKuNWzYkBiPgcsWLM/f2LF23bq1HRvzy4O2aGoN+0nPTbEePdeG8tL1qaGsLy3fEM3aarNZYj1aLlvzSVuqLraTzbaoFdeQmyzxxNVRXpoaltLyjmhx+eOKy1b+VKogTz0Xnfq6eUh8cTWXpgpT2hylXrTFE9eGk6kmObmBuIxctnKbGRecGmSbwsbGwvjmCmpacdKSJfp2DIY94fx8vznGqUaXa8d5AKlsNNFyuYxeYVz+rNbZs1uz/LHJVb5eozWqXse1vjycK8vUq+2Ci+VCW4rLZaJVWWn0MnL1XD0QsFgCB9b0xCJXIF+nNUnfjvlhr4f8pl6nXa6DbSmFbTtcrqCQC7UKC41eBq6eNQG+EYgtL5kruDGCVurG8G408yq84DrNt37huiDiYlowGLz0XP6rqNXayrw0/XjLbQXCZwHHx9wxNtLznIN3iM6EjaWStLBIMPaLq60jglZqR1tKX71OuQ4qm1BfLjOtMC89V9Z5i8JlOZA1EK6acTLXTHmE/aUzw8f+cTWv5TBDRFqpa0VLL7FXpatUHllEs7yMVKib7/VcrQH1bxhoHUQu9gvGf7bAOPaTK2sdh9kxSpcd/Oi6LHWK1yU/jEsR4lyV4ZoqIWw2mnDNtqjVJe+Enu2Yu3n74PhIQY0kHRnLuV7bDfuW0Pk5eBp7sHf8zrEK1/h78CfvGGscbzSXSeCS6GJojfjQysqIXLNnC7jG3A31MmdhERtfKvhHkaVmYRE7DlZLx1mU81gyfy1g1cW4wG2cXGzAYxyvsxn99aOWDEozmga5eJvqZEXNyLkMzcg6B5/oIwXqQaUZoViU82ikaUZUAchB4lKnepHX9U31A+DiUz3nMkz1NQt5+9Tw69n4Kuw5DZdyHs/06rhwjhqkZtQsJAReG1/o+0LiorKQOH8wAlcwMpd/jelCglVViAv39NWlnMdH7+41cvGp/Z4i4ziAZWq4V3+XqdCPpQddrsB1V5dmmXq1xyKYu8aBBUzeL/0J0Oboqks5X9ML3derzF1jflbEf2KpvHAwjgN4EQReA3gRdPoiX0NcbDOprlLOVRqJC7xEL4KwGG7Zza98bPw1XAb/pasu5Tx26Tj2qF5lqp9p4ddN0TiQl9j19QN7iQ1XvspTheKzMibm+fh9iR21N3CCz4e0gvH89uAVenuQ3nxO0I824o7L5IOz56LzwVn8caXYmq8YP5a9Er2PZePsg7Mb/aH/MH/PpDjjuoG3lEA3BuLtlhLtDUsvRPeGpZuhvGyTJr0hthM7t8Ph3V1+vy22E0N3D8bh7XB0s+X/vNnydRRRfiQ6CFwWSn8WEoRAXMRFXMRFXBTiIi7iIi7iIi4KcREXcREXcREXhbiIKxa4pq+UpG4YD0mSVNeXn8T/b/2yGclbXdNXHtkKQ8Nv5/ftR8uq6pK5Gaf/oWkxSDV8aQZx9YXr82VVi4ir71wwcXUzLpzIoNIApB3GLol1KUxWi3Buq9Ny4SPrLA1NLzdJdV2Lf4n/keXi+Q1NbBpMeC5L+5GtyNW+CBy6y6qAAjy6cd/Sjirdhuqafhug7vx9E4J2sWvF9JWAeKguKaoLQBb/hTUjUHUzEEbUvmwG2ukvhXi2i/2zLt0NTeBp6cKpz9IFj/nB/OTgAoOXWTMu+2GTgevV+YK5q2sR29RyweGy71uShAvmpmUzkKjByLVzq5ELjnTxctNywYN/szVpuJAGn31ZlZ7L0g4YDT9XF2mLyv6IZQhOZb/TcbHra8JzwTTEl6nQjLD9z39Lf4fp6m9NcD1sl1jJsQcoV0a8ZPI5ToLGxYtmlyTJ5VWXBFyDl4Sd6P8vXIk70Q8+FyzTEvl1N72BQ1zERVzERVwU4iIu4iIu4iIuCnERF3ERF3ERF4W4iIu4iIu4KMRFXMRFXMRFXBTiIi7iIi7iIi4KcREXcREXcREXhbiIi7iIi7goxEVcxEVcxEVcFCEXpR/5L+sH7MbQtpOIAAAAAElFTkSuQmCC)

Если render\_template() нужно передать много аргументов, можно не разделять их запятыми (,), а создать словарь и использовать оператор \*\*, чтобы передать аргументы-ключевые слова функции. Например:

@app.route('/')

def index():

name, age, profession = "Jerry", 24, 'Programmer'

template\_context = dict(name=name, age=age, profession=profession)

return render\_template('index.html', \*\*template\_context)

Шаблон index.html теперь имеет доступ к трем переменным шаблона: name, age и profession.

Что случится, если не определить контекст шаблона?

Ничего не случится, не будет ни предупреждений, ни исключений. Jinja отрисует шаблон как обычно, а на местах пропусков использует пустые строки. Чтобы увидеть это поведение, необходимо изменить функцию представления index() следующим образом:

#...

@app.route('/')

def index():

return render\_template('index.html')

#...

Теперь при открытии https://localhost:5000/ выйдет следующий ответ:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<p>Name: </p>

</body>

</html>

Сейчас должна сложиться картина того, как используются шаблоны во Flask, а в следующем разделе речь пойдет о том, как рендерить их в консоли.

## Отрисовка шаблонов в консоли

Для тестирования рендерить шаблоны можно и в консоли. Это просто и не требует создания нескольких файлов. Для начала нужно запустить Python и импортировать класс Template из пакета jinja2 следующим образом.

>>> from jinja2 import Template

Для создания объекта Templates нужно передать содержимое шаблона в виде строки.

>>> t = Template("Name: {{ name }}")

Чтобы отрендерить шаблон, нужно вызвать метод render() объекта Template вместе с данными аргументами-ключевыми словами

>>> t.render(name='Jerry')

'Name: Jerry'

# #7 Основы шаблонизатора Jinja

Язык шаблонов (или шаблонизатор) Jinja — это маленький набор инструкций, который помогает автоматизировать создание HTML шаблонов.

## Переменные, выражения и вызовы функций

В Jinja двойные фигурные скобки {{ }} позволяют получить результат выражение, переменную или вызвать функцию и вывести значение в шаблоне. Например:

### Определение выражения

>>> from jinja2 import Template

>>>

>>> Template("{{ 10 + 3 }}").render()

'13'

>>> Template("{{ 10 - 3 }}").render()

'7'

>>>

>>> Template("{{ 10 // 3 }}").render()

'3'

>>> Template("{{ 10 / 3 }}").render()

'3.3333333333333335'

>>>

>>> Template("{{ 10 % 3 }}").render()

'1'

>>> Template("{{ 10 \*\* 3 }}").render()

'1000'

>>>

Другие операторы сравнения и присваивания и [**логические операторы**](https://pythonru.com/osnovy/operatory-python) Python также могут использоваться внутри выражений.

### Вывод переменных

>>> Template("{{ var }}").render(var=12)

'12'

>>> Template("{{ var }}").render(var="hello")

'hello'

>>>

Это могут быть не только числа и [**строки Python**](https://pythonru.com/osnovy/stroki-python). Шаблоны Jinja работают со сложными данными, такими как списки, словари, кортежи и даже пользовательские классы.

>>> Template("{{ var[1] }}").render(var=[1,2,3])

'2'

>>> Template("{{ var['profession'] }}").render(var={'name':'tom', 'age': 25, 'profession': 'Manager' })

'Manager'

>>> Template("{{ var[2] }}").render(var=("c", "c++", "python"))

'python'

>>> class Foo:

... def \_\_str\_\_(self):

... return "This is an instance of Foo class"

...

>>> Template("{{ var }}").render(var=Foo())

'This is an instance of Foo class'

>>>

Если обратится к индексу, который не существует, Jinja просто выведет пустую строку.

>>> Template("{{ var[100] }}").render(var=("c", "c++", "python"))

''

>>>

### Вызов функции

В Jinja для определения функции ее нужно просто вызвать.

>>> def foo():

... return "foo() called"

...

>>>

>>> Template("{{ foo() }}").render(foo=foo)

'foo() called'

>>>

## Атрибуты и методы

Для доступа к атрибутам и методам объекта нужно использовать оператор доступ точка (.).

>>> class Foo:

... def \_\_init\_\_(self, i):

... self.i = i

... def do\_something(self):

... return "do\_something() called"

...

>>>

>>> Template("{{ obj.i }}").render(obj=Foo(5))

'5'

>>>

>>> Template("{{ obj.do\_something() }}").render(obj=Foo(5))

'do\_something() called'

>>>

## Комментарии

В Jinja используется следующий синтаксис для добавления комментариев в одну или несколько строк:

{# комментарий #}

{#

это

многострочный

комментарий

#}

## Объявление переменных

Внутри шаблона можно задать переменную с помощью инструкции set.

{% set fruit = 'apple' %}

{% set name, age = 'Tom', 20 %}

Переменные определяются для хранения результатов сложных операций, так чтобы их можно было использовать дальше в шаблоне. Переменные, определенные вне управляющих конструкций (о них дальше), ведут себя как глобальные переменные и доступны внутри любой структуры. Тем не менее переменные, созданные внутри конструкций, ведут себя как локальные переменные и видимы только внутри этих конкретных конструкций. Единственное исключение — инструкция if.

## Цикл и условные выражения

Управляющие конструкции позволяют добавлять в шаблоны элементы управления потоком и циклы. По умолчанию, управляющие конструкции используют разделитель {% … %} вместо двойных фигурных скобок {{ ... }}.

### Инструкция if

Инструкция if в Jinja имитирует выражение if в Python, а значение условия определяет набор инструкции. Например:

{% if bookmarks %}

<p>User has some bookmarks</p>

{% endif %}

Если значение переменной bookmarks – True, тогда будет выведена строка <p>User has some bookmarks</p>. Стоит запомнить, что в Jinja, если у переменной нет значения, она возвращает False.

Также можно использовать условия elif и else, как в обычном коде Python. Например:

{% if user.newbie %}

<p>Display newbie stages</p>

{% elif user.pro %}

<p>Display pro stages</p>

{% elif user.ninja %}

<p>Display ninja stages</p>

{% else %}

<p>You have completed all stages</p>

{% endif %}

Управляющие инструкции также могут быть вложенными. Например:

{% if user %}

{% if user.newbie %}

<p>Display newbie stages</p>

{% elif user.pro %}

<p>Display pro stages</p>

{% elif user.ninja %}

<p>Display ninja stages</p>

{% else %}

<p>You have completed all states</p>

{% endif %}

{% else %}

<p>User is not defined</p>

{% endif %}

В определенных случаях достаточно удобно записывать инструкцию if в одну строку. Jinja поддерживает такой тип записи, но называет это выражением if, потому что оно записывается с помощью двойных фигурных скобок {{ … }}, а не {% … %}. Например:

{{ "User is logged in" if loggedin else "User is not logged in" }}

Здесь если переменная loggedin вернет True, тогда будет выведена строка “User is logged in”. В противном случае — “User is not logged in”.

Условие else использовать необязательно. Если его нет, тогда блок else вернет объект undefined.

{{ "User is logged in" if loggedin }}

Здесь, если переменная loggedin вернет True, будет выведена строка “User is logged in”. В противном случае — ничего.

Как и в Python можно использовать операторы сравнения, присваивания и логические операторы для управляющих конструкций, чтобы создавать более сложные условия. Вот несколько примеров:

{# Если user.count ревен 1000, код '<p>User count is 1000</p>' отобразится #}

{% if users.count == 1000 %}

<p>User count is 1000</p>

{% endif %}

{# Если выражение 10 >= 2 верно, код '<p>10 >= 2</p>' отобразится #}

{% if 10 >= 2 %}

<p>10 >= 2</p>

{% endif %}

{# Если выражение "car" <= "train" верно, код '<p>car <= train</p>' отобразится #}

{% if "car" <= "train" %}

<p>car <= train</p>

{% endif %}

{#

Если user залогинен и superuser, код

'<p>User is logged in and is a superuser</p>' отобразится

#}

{% if user.loggedin and user.is\_superuser %}

<p>User is logged in and is a superuser</p>

{% endif %}

{#

Если user является superuser, moderator или author, код

'<a href="#">Edit</a>' отобразится

#}

{% if user.is\_superuser or user.is\_moderator or user.is\_author %}

<a href="#">Edit</a>

{% endif %}

{#

Если user и current\_user один и тот же объект, код

<p>user and current\_user are same</p> отобразится

#}

{% if user is current\_user %}

<p>user and current\_user are same</p>

{% endif %}

{#

Если "Flask" есть в списке, код

'<p>Flask is in the dictionary</p>' отобразится

#}

{% if ["Flask"] in ["Django", "web2py", "Flask"] %}

<p>Flask is in the dictionary</p>

{% endif %}

Если условия становятся слишком сложными, или просто есть желание поменять приоритет оператора, можно обернуть выражения скобками ():

{% if (user.marks > 80) and (user.marks < 90) %}

<p>You grade is B</p>

{% endif %}

### Цикл for

[**Цикл for**](https://pythonru.com/osnovy/sintaksis-vozmozhnosti-i-podvodnye-kamni-cikla-for-v-python-3) позволяет перебирать последовательность. Например:

{% set user\_list = ['tom', 'jerry', 'spike'] %}

<ul>

{% for user in user\_list %}

<li>{{ user }}</li>

{% endfor %}

</ul>

Вывод:

<ul>

<li>tom</li>

<li>jerry</li>

<li>spike</li>

</ul>

Вот как можно перебирать значения словаря:

{% set employee = { 'name': 'tom', 'age': 25, 'designation': 'Manager' } %}

<ul>

{% for key in employee.items() %}

<li>{{ key }} : {{ employee[key] }}</li>

{% endfor %}

</ul>

Вывод:

<ul>

<li>designation : Manager</li>

<li>name : tom</li>

<li>age : 25</li>

</ul>

**Примечание**: в Python элементы словаря не хранятся в конкретном порядке, поэтому вывод может отличаться.

Если нужно получить ключ и значение словаря вместе, используйте метод items().

{% set employee = { 'name': 'tom', 'age': 25, 'designation': 'Manager' } %}

<ul>

{% for key, value in employee.items() %}

<li>{{ key }} : {{ value }}</li>

{% endfor %}

</ul>

Вывод:

<ul>

<li>designation : Manager</li>

<li>name : tom</li>

<li>age : 25</li>

</ul>

Цикл for также может использовать дополнительное условие else, как в Python, но зачастую способ его применения отличается. Стоит вспомнить, что в Python, если else идет следом за циклом for, условие else выполняется только в том случае, если цикл завершается после перебора всей последовательности, или если она пуста. Оно не выполняется, если цикл остановить оператором break.

Когда условие else используется в цикле for в Jinja, оно исполняется только в том случае, если последовательность пустая или не определена. Например:

{% set user\_list = [] %}

<ul>

{% for user in user\_list %}

<li>{{ user }}</li>

{% else %}

<li>user\_list is empty</li>

{% endfor %}

</ul>

Вывод:

<ul>

<li>user\_list is empty</li>

</ul>

По аналогии с вложенными инструкциями if, можно использовать [**вложенные циклы**](https://pythonru.com/osnovy/6-python-dlja-data-science-obedinenie-cikla-for-i-instrukcii-if) for. На самом деле, любые управляющие конструкции можно вкладывать одна в другую.

{% for user in user\_list %}

<p>{{ user.full\_name }}</p>

<p>

<ul class="follower-list">

{% for follower in user.followers %}

<li>{{ follower }}</li>

{% endfor %}

</ul>

</p>

{% endfor %}

Цикл for предоставляет специальную переменную loop для отслеживания прогресса цикла. Например:

<ul>

{% for user in user\_list %}

<li>{{ loop.index }} - {{ user }}</li>

{% endfor %}

</ul>

loop.index внутри цикла for начинает отсчет с 1. В таблице упомянуты остальные широко используемые атрибуты переменной loop.

| **Метод** | **Значение** |
| --- | --- |
| loop.index0 | то же самое что и loop.index, но с индексом 0, то есть, начинает считать с 0, а не с 1. |
| loop.revindex | возвращает номер итерации с конца цикла (считает с 1). |
| loop.revindex0 | возвращает номер итерации с конца цикла (считает с 0). |
| loop.first | возвращает True, если итерация первая. В противном случае — False. |
| loop.last | возвращает True, если итерация последняя. В противном случае — False. |
| loop.length | возвращает длину цикла(количество итераций). |

**Примечание**: полный список есть в документации Flask.

## Фильтры

Фильтры изменяют переменные до процесса рендеринга. Синтаксис использования фильтров следующий:

variable\_or\_value|filter\_name

Вот пример:

{{ comment|title }}

Фильтр title делает заглавной первую букву в каждом слове. Если значение переменной comment — "dust in the wind", то вывод будет "Dust In The Wind".

Можно использовать несколько фильтров, чтобы точнее настраивать вывод. Например:

{{ full\_name|striptags|title }}

Фильтр striptags удалит из переменной все HTML-теги. В приведенном выше коде сначала будет применен фильтр striptags, а затем — title.

У некоторых фильтров есть аргументы. Чтобы передать их фильтру, нужно вызвать фильтр как функцию. Например:

{{ number|round(2) }}

Фильтр round округляет число до конкретного количества символов.

В следующей таблице указаны широко используемые фильтры.

| **Название** | **Описание** |
| --- | --- |
| upper | делает все символы заглавными |
| lower | приводит все символы к нижнему регистру |
| capitalize | делает заглавной первую букву и приводит остальные к нижнему регистру |
| escape | экранирует значение |
| safe | предотвращает экранирование |
| length | возвращает количество элементов в последовательности |
| trim | удаляет пустые символы в начале и в конце |
| random | возвращает случайный элемент последовательности |

Примечание: полный список фильтров доступен [**здесь**](https://jinja.pocoo.org/docs/2.10/templates/#list-of-builtin-filters).

## Макросы

Макросы в Jinja напоминают [**функции в Python**](https://pythonru.com/uroki/funkcii-v-python-uroki-po-python-dlja-nachinajushhih). Суть в том, чтобы сделать код, который можно использовать повторно, просто присвоив ему название. Например:

{% macro render\_posts(post\_list, sep=False) %}

<div>

{% for post in post\_list %}

<h2>{{ post.title }}</h2>

<article>

{{ post.html|safe }}

</article>

{% endfor %}

{% if sep %}<hr>{% endif %}

</div>

{% endmacro %}

В этом примере создан макрос render\_posts, который принимает обязательный аргумент post\_list и необязательный аргумент sep. Использовать его нужно следующим образом:

{{ render\_posts(posts) }}

Определение макроса должно идти до первого вызова, иначе выйдет ошибка.

Вместо того чтобы использовать макросы прямо в шаблоне, лучше хранить их в отдельном файле и импортировать по надобности.

Предположим, все макросы хранятся в файле macros.html в папке templates. Чтобы импортировать их из файла, нужно использовать инструкцию import:

{% import "macros.html" as macros %}

Теперь можно ссылаться на макросы в файле macros.html с помощью переменной macros. Например:

{{ macros.render\_posts(posts) }}

Инструкция {% import “macros.html” as macros %} импортирует все макросы и переменные (определенные на высшем уровне) из файла macros.html в шаблон. Также можно импортировать определенные макросы с помощью from:

{% from "macros.html" import render\_posts %}

При использовании макросов будут ситуации, когда потребуется передать им произвольное число аргументов.

По аналогии с \*args и \*\*kwargs в Python внутри макросов можно получить доступ к varargs и kwargs.

**varags**: сохраняет дополнительные позиционные аргументы, переданные макросу, в виде кортежа.

**lwargs**: сохраняет дополнительные позиционные аргументы, переданные макросу, в виде словаря.

Хотя к ним можно получить доступ внутри макроса, объявлять их отдельно в заголовке макроса не нужно. Вот пример:

{% macro custom\_renderer(para) %}

<p>{{ para }}</p>

<p>varargs: {{ varargs }}</p>

<p>kwargs: {{ kwargs }}</p>

{% endmacro %}

{{ custom\_renderer("some content", "apple", name='spike', age=15) }}

В этом случае дополнительный позиционный аргумент, "apple", присваивается varargs, а дополнительные аргументы-ключевые слова (name=’spike’, age=15) — kwargs.

## Экранирование

Jinja по умолчанию автоматически экранирует вывод переменной в целях безопасности. Поэтому если переменная содержит, например, такой HTML-код: "<p>Escaping in Jinja</p>", он отрендерится в виде "&lt;p&gt;Escaping in Jinja&lt;/p&gt;". Благодаря этому HTML-коды будут отображаться в браузере, а не интерпретироваться. Если есть уверенность, что данные безопасны и их точно можно рендерить, стоит воспользоваться фильтром safe. Например:

{% set html = "<p>Escaping in Jinja</p>" %}

{{ html|safe }}

Вывод:

<p>Escaping in Jinja</p>

Использовать фильтр safe в большом блоке кода будет неудобно, поэтому в Jinja есть оператор autoescape, который используется, чтобы отключить экранирование для большого объема данных. Он может принимать аргументы true или false для включения и отключения экранирования, соответственно. Например:

{% autoescape true %}

Escaping enabled

{% endautoescape %}

{% autoescape false %}

Escaping disabled

{% endautoescape %}

Все между {% autoescape false %} и {% endautoescape %} отрендерится без экранирования символов. Если нужно экранировать отдельные символы при выключенном экранировании, стоит использовать фильтр escape. Например:

{% autoescape false %}

<div class="post">

{% for post in post\_list %}

<h2>{{ post.title }}</h2>

<article>

{{ post.html }}

</article>

{% endfor %}

</div>

<div>

{% for comment in comment\_list %}

<p>{{ comment|escape }}</p> # escaping is on for comments

{% endfor %}

</div>

{% endautoescape %}

## Вложенные шаблоны

Инструкция include рендерит шаблон внутри другого шаблона. Она широко используется, чтобы рендерить статический раздел, который повторяется в разных местах сайта. Вот синтаксис include:

Предположим, что навигационное меню хранится в файле nav.html, сохраненном в папке templates:

<nav>

<a href="/home">Home</a>

<a href="/blog">Blog</a>

<a href="/contact">Contact</a>

</nav>

Чтобы добавить это меню в home.html, нужно использовать следующий код:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

{# добавляем панель навигации из nav.html #}

{% include 'nav.html' %}

</body>

</html>

Вывод:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<nav>

<a href="/home">Home</a>

<a href="/blog">Blog</a>

<a href="/contact">Contact</a>

</nav>

</body>

</html>

### Наследование шаблонов

Наследование шаблонов — один из самых мощных элементов шаблонизатора Jinja. Его принцип похож на ООП (объектно-ориентированное программирование). Все начинается с создания базового шаблона, который содержит в себе скелет HTML и отдельные маркеры, которые дочерние шаблоны смогут переопределять. Маркеры создаются с помощью инструкции block. Дочерние шаблоны используют инструкцию extends для наследования или расширения основного шаблона. Вот пример:

{# Это шаблон templates/base.html #}

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>{% block title %}Default Title{% endblock %}</title>

</head>

<body>

{% block nav %}

<ul>

<li><a href="/home">Home</a></li>

<li><a href="/api">API</a></li>

</ul>

{% endblock %}

{% block content %}

{% endblock %}

</body>

</html>

Это базовый шаблон base.html. Он создает три блока с помощью block, которые впоследствии будут заполнены дочерними шаблонами. Инструкция block принимает один аргумент — название блока. Внутри шаблона это название должно быть уникальным, иначе возникнет ошибка.

Дочерний шаблон — это шаблон, который растягивает базовый шаблон. Он может добавлять, перезаписывать или оставлять элементы родительского блока. Вот как можно создать дочерний шаблон.

{# Это шаблон templates/child.html #}

{% extends 'base.html' %}

{% block content %}

{% for bookmark in bookmarks %}

<p>{{ bookmark.title }}</p>

{% endfor %}

{% endblock %}

Инструкция extends сообщает Jinja, что child.html — это дочерний элемент, наследник base.html. Когда Jinja обнаруживает инструкцию extends, он загружает базовый шаблон, то есть base.html, а затем заменяет блоки контента внутри родительского шаблона блоками с теми же именами из дочерних шаблонов. Если блок с соответствующим названием не найден, используется блок родительского шаблона.

Стоит отметить, что в дочернем шаблоне перезаписывается только блок content, так что содержимое по умолчанию из title и nav будет использоваться при рендеринге дочернего шаблона. Вывод должен выглядеть следующим образом:

<!DOCTYPE html>

<head>

<meta charset="UTF-8">

<title>Default Title</title>

</head>

<body>

<ul>

<li><a href="/home">Home</a></li>

<li><a href="/api">API</a></li>

</ul>

<p>Bookmark title 1</p>

<p>Bookmark title 2</p>

<p>Bookmark title 3</p>

<p>Bookmark title 4</p>

</body>

</html>

Если нужно, можно поменять заголовок по умолчанию, переписав блок title в child.html:

{# Это шаблон templates/child.html #}

{% extends 'base.html' %}

{% block title %}

Child Title

{% endblock %}

{% block content %}

{% for bookmark in bookmarks %}

<p>{{ bookmark.title }}</p>

{% endfor %}

{% endblock %}

После перезаписи блока на контент из родительского шаблона все еще можно ссылаться с помощью функции super(). Обычно она используется, когда в дополнение к контенту дочернего шаблона нужно добавить содержимое из родительского. Например:

{# Это шаблон templates/child.html #}

{% extends 'base.html' %}

{% block title %}

Child Title

{% endblock %}

{% block nav %}

{{ super() }} {# referring to the content in the parent templates #}

<li><a href="/contact">Contact</a></li>

<li><a href="/career">Career</a></li>

{% endblock %}

{% block content %}

{% for bookmark in bookmarks %}

<p>{{ bookmark.title }}</p>

{% endfor %}

{% endblock %}

Вывод:

<!DOCTYPE html>

<head>

<meta charset="UTF-8">

<title>Child Title</title>

</head>

<body>

<ul>

<li><a href="/home">Home</a></li>

<li><a href="/api">API</a></li>

<li><a href="/contact">Contact</a></li>

<li><a href="/career">Career</a></li>

</ul>

<p>Bookmark title 1</p>

<p>Bookmark title 2</p>

<p>Bookmark title 3</p>

<p>Bookmark title 4</p>

</body>

</html>

Это все, что нужно знать о шаблонах Jinja. В следующих уроках эти знания будут использованы для созданы крутых шаблонов.

# #8 Создание URL во Flask

[**Flask**](https://pythonru.com/tag/flask) может генерировать URL с помощью функции url\_for() из пакета flask. URL можно задавать вручную в шаблонах и функциях представления, но это не очень хорошая практика. Предположим, возникла необходимость поменять структуру ссылок для блога с /<id>/<post-title>/ на /<id>/post/<post-title>/ . Если URL были заданы вручную в шаблонах и функциях, тогда придется вручную редактировать их во всех местах. Функция url\_for() позволяет произвести то же изменение одним щелчком.

Функция url\_for() принимает конечную точку и возвращает URL в виде строки. Стоит напомнить, что конечная точка ссылается на уникальное имя URL и в большинстве случае — это имя функции представления. Например, сейчас main2.py имеет определенный корневой путь(/):

#...

@app.route('/')

def index():

return render\_template('index.html', name='Jerry')

#...

Чтобы сгенерировать корневой URL, нужно вызвать url\_for() следующим образом: url\_for(‘index’). Выводом будет '/'. Следующий код демонстрирует, как использовать url\_for() в консоли.

>>> from main2 import app

>>> from flask import url\_for

>>>

>>> with app.test\_request\_context('/api'): # путь /api выбран произвольно

... url\_for('index')

...

'/'

>>>

Стоит обратить внимание, что сперва создается контекст запроса (и таким образом — контекст приложения). Если попробовать использовать url\_for() внутри консоли без вызова контекста, выйдет ошибка. Больше о контекстах запросов и приложения можно прочитать [**здесь**](https://pythonru.com/uroki/4-konteksty-vo-flask).

Если url\_for() не может создать URL, она вызовет исключение BuildError.

>>>

>>> with app.test\_request\_context('/api'):

... url\_for('/api')

...

Traceback (most recent call last):

...

werkzeug.routing.BuildError: Could not build url for endpoint '/api

Did you mean 'static' instead?

>>>

Чтобы сгенерировать абсолютной URL, нужно передать функции url\_for() аргумент external=True:

>>>

>>> with app.test\_request\_context('/api'):

... url\_for('index', \_external=True)

...

'https://localhost:5000/'

>>>

Вместо того чтобы прописывать URL в функции redirect(), стоит всегда использовать url\_for() для этого. Например:

@app.route('/admin/')

def admin():

if not loggedin:

return redirect(url\_for('login')) # если не залогинен, выполнять редирект на страницу входа

return render\_template('admin.html')

Чтобы сгенерировать URL для динамических адресов, нужно передать динамические части в виде аргументов-ключевых слов. Например:

>>>

>>> with app.test\_request\_context('/api'):

... url\_for('user\_profile', user\_id = 100)

...

'/user/100/'

>>>

>>>

>>> with app.test\_request\_context('/api'):

... url\_for('books', genre='biography')

...

'/books/biography/'

>>>

Дополнительные аргументы-ключевые слова, переданные функции url\_for(), будут добавлены к URL в виде строки запроса.

>>>

>>> with app.test\_request\_context('/api'):

... url\_for('books', genre='biography', page=2, sort\_by='date-published')

...

'/books/biography/?page=2&sort\_by=date-published'

>>>

url\_for() — одна из тех функций, которую можно использовать внутри шаблона. Чтобы сгенерировать URL внутри шаблонов, нужно просто вызвать url\_for() внутри фигурных скобок {{ … }}:

<a href="{{ url\_for('books', genre='biography') }}">Books</a>

Вывод:

<a href="/books/biography/">Books</a>

# #9 Работа со статическими файлами во Flask

Статические файлы — это файлы, которые не изменяются часто. Это, например, файлы CSS, JavaScript, шрифты и так далее. По умолчанию Flask ищет статические файлы в папке static, которая хранится в папке приложения. Это поведение можно поменять, передав аргументу-ключевому слову static\_folder название новой папки при создании экземпляра приложения:

app = Flask(\_\_name\_\_, static\_folder="static\_dir")

Это изменит расположение статических файлов по умолчанию на папку static\_dir внутри папки приложения.

Пока что можно остановиться на папке по умолчанию, statiс. Сперва нужно создать папку static в папке flask\_app. В static создаем CSS-файл style.css со следующим содержимым.

body {

color: red

}

Стоит вспомнить, что в уроке «[**Основы Flask**](https://pythonru.com/uroki/3-osnovy-flask)» речь шла о том, что Flask автоматически добавляет путь в формате /static/<filename> для обработки статических файлов. Поэтому все, что остается — создать URL с помощью функции url\_for():

<script src="{{ url\_for('static', filename='jquery.js') }}"></script>

Вывод:

<script src="/static/jquery.js"></script>

Дальше необходимо открыть [**шаблон**](https://pythonru.com/uroki/6-shablony-vo-flask) index.html и добавить тег <link>:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

<link rel="stylesheet" href="{{ url\_for('static', filename='style.css') }}">

</head>

...

Если сервер не запущен, его нужно запустить и открыть https://localhost:5000/. Там будет страница с красным текстом:

![Добавление стилей во Flask](data:image/png;base64,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)

*Этот метод работы со статическими файлов подходит только для разработки. При создании реальных приложений используются реальные веб-сервера, такие как Nginx или Apache.*

# #10 Расширение возможностей Flask с помощью Flask-Script

## Расширения Flask

Расширения Flask — это пакеты, которые можно установить, чтобы расширить возможности Flask. Их суть в том, чтобы обеспечить удобный и понятный способ интеграции пакетов во Flask. Посмотреть все доступные расширения можно на странице [**https://flask.pocoo.org/extenstions/**](https://flask.pocoo.org/extenstions/). На странице есть пакеты, возможности которых варьируются от отправки email до создания полноценных интерфейсов администратора. Важно помнить, что расширять возможности Flask можно не только с помощью его расширений. На самом деле, подойдет любой пакет из стандартной библиотеки Python или PyPi. Оставшаяся часть урока посвящена тому, как установить и интегрировать удобное расширение для Flask под названием Flask-Script.

## Расширение Flask-Script

Flask-Script — это удобное миниатюрное расширение, которое позволяет создавать интерфейсы командной строки, запускать сервер и консоль Python в контексте приложений, делать определенные переменные видимыми в консоли автоматически и так далее.

Стоит напомнить то, что обсуждалось в уроке «[**Основы Flask**](https://pythonru.com/uroki/3-osnovy-flask)». Для запуска сервера разработки на конкретном хосте и порте, их нужно передать в качестве аргументов-ключевых слов методу run():

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True, host="127.0.0.10", port=9000)

Проблема в том, что такой подход не гибкий. Намного удобнее передать хост и порт в виде параметров командной строки при запуске сервера. Flask-Script позволяет сделать это. Установить Flask-Script можно с помощью [**pip**](https://pythonru.com/baza-znanij/ustanovka-pip-dlja-python-i-bazovye-komandy):

(env) gvido@vm:~/flask\_app$ pip install flask-script

Чтобы использовать Flask-Script сперва нужно импортировать класс Manager из пакета flask\_script и создать [**экземпляр объекта**](https://pythonru.com/primery/primery-raboty-s-klassami-v-python) Manager, передав ему экземпляр приложения. Таким образом расширения Flask интегрируются. Сначала импортируется нужный класс из пакета, а затем создается экземпляр с помощью передачи ему экземпляра приложения. Нужно открыть файл main2.py и изменить его следующим образом:

from flask import Flask, render\_template

from flask\_script import Manager

app = Flask(\_\_name\_\_)

manager = Manager(app)

#...

Созданный объект Manager также имеет метод run(), который помимо запуска сервера разработки может считывать аргументы командной строки. Следует заменить строку *app.run(debug=True)* на manager.run(). К этому моменту main2.py должен выглядеть вот так:

from flask import Flask, render\_template

from flask\_script import Manager

app = Flask(\_\_name\_\_)

manager = Manager(app)

@app.route('/')

def index():

return render\_template('index.html', name='Jerry')

@app.route('/user/<int:user\_id>/')

def user\_profile(user\_id):

return "Profile page of user #{}".format(user\_id)

@app.route('/books/<genre>/')

def books(genre):

return "All Books in {} category".format(genre)

if \_\_name\_\_ == "\_\_main\_\_":

manager.run()

Теперь у приложения есть доступ к базовым командам. Чтобы посмотреть, какие из них доступны, необходимо запустить файл main2.py:

(env) gvido@vm:~/flask\_app$ python main2.py

usage: main2.py [-?] {shell,runserver} ...

positional arguments:

{shell,runserver}

shell Runs a Python shell inside Flask application context.

runserver Runs the Flask development server i.e. app.run()

optional arguments:

-?, --help show this help message and exit

Как показывает вывод, сейчас есть всего две команды: shell и runserver. Начнем с команды runserver.

runserver запускает веб-сервер. По умолчанию, он запускается на 127.0.0.1 на порте 5000. Чтобы увидеть варианты для любой команды нужно ввести --help и саму команду. Например:

(env) gvido@vm:~/flask\_app$ python main2.py runserver --help

usage: main2.py runserver [-?] [-h HOST] [-p PORT] [--threaded]

[--processes PROCESSES] [--passthrough-errors] [-d]

[-D] [-r] [-R] [--ssl-crt SSL\_CRT]

[--ssl-key SSL\_KEY]

Runs the Flask development server i.e. app.run()

optional arguments:

-?, --help show this help message and exit

-h HOST, --host HOST

-p PORT, --port PORT

--threaded

--processes PROCESSES

--passthrough-errors

-d, --debug enable the Werkzeug debugger (DO NOT use in production

code)

-D, --no-debug disable the Werkzeug debugger

-r, --reload monitor Python files for changes (not 100% safe for

production use)

-R, --no-reload do not monitor Python files for changes

--ssl-crt SSL\_CRT Path to ssl certificate

--ssl-key SSL\_KEY Path to ssl key

Самые широко используемые варианты для runserver — это --host и --post. С их помощью можно запустить сервер разработки на конкретном интерфейсе и порте. Например:

(env) gvido@vm:~/flask\_app$ python main2.py runserver --host=127.0.0.2 --port 8000

\* Running on http://127.0.0.2:8000/ (Press CTRL+C to quit)

По умолчанию команда runserver запускает сервер без отладчика. Включить его вручную можно следующим образом:

(env) gvido@vm:~/flask\_app$ python main2.py runserver -d -r

\* Restarting with stat

\* Debugger is active!

\* Debugger PIN: 250-045-653

\* Running on http://127.0.0.1:5000/ (Press CTRL+C to quit)

Более простой способ запустить отладчик — выбрать значение True для атрибута debug у экземпляра объекта (app). Для этого нужно открыть main2.py и изменить файл следующим образом:

#...

app = Flask(\_\_name\_\_)

app.debug = True

manager = Manager(app)

#...

Далее о команде shell.

shell запускает консоль Python в [**контексте приложения Flask**](https://pythonru.com/uroki/4-konteksty-vo-flask). Это значит, что все объекты внутри контекстов приложения и запроса будут доступны в консоли без создания дополнительных контекстов. Для запуска консоли нужно ввести следующую команду.

(env) gvido@vm:~/flask\_app$ python main2.py shell

Получим доступ к определенным объектам.

>>>

>>> from flask import current\_app, url\_for, request

>>>

>>> current\_app.name

'main2'

>>>

>>>

>>> url\_for("user\_profile", user\_id=10)

'/user/10/'

>>>

>>> request.path

'/'

>>>

Как и ожидалось, это можно сделать, не создавая контексты приложения и запроса.

## Создание команд

Когда экземпляр Manager создан, можно приступать к созданию собственных команд. Есть два способа:

1. С помощью класса Command
2. С помощью декоратора @command

### Создание команд с помощью класса Command

В файле main2.py добавим класс Faker:

#...

from flask\_script import Manager, Command

#...

manager = Manager(app)

class Faker(Command):

'Команда для добавления поддельных данных в таблицы'

def run(self):

# логика функции

print("Fake data entered")

@app.route('/')

#...

Команда Faker была создана с помощью наследования класса Command. Метод run() вызывается при исполнении команды. Чтобы выполнить команду через командную строку, ее нужно добавить в экземпляр Manager с помощью метода add\_command():

#...

class Faker(Command):

'Команда для добавления поддельных данных в таблицы'

def run(self):

# логика функции

print("Fake data entered")

manager.add\_command("faker", Faker())

#...

Теперь нужно снова вернуться в терминал и запустить файл main2.py:

(env) gvido@vm:~/flask\_app$ python main2.py

usage: main2.py [-?] {faker,shell,runserver} ...

positional arguments:

{faker,shell,runserver}

faker Команда для добавления поддельных данных в таблицы

shell Runs a Python shell inside Flask application context.

runserver Runs the Flask development server i.e. app.run()

optional arguments:

-?, --help show this help message and exit

Стоит обратить внимание, что теперь, в дополнение к shell и runserver, есть команда faker. Описание перед самой командой взято из строки документации класса Faker. Для запуска нужно ввести следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py faker

Fake data entered

### Создание команд с помощью декоратора @command

Создание команд с помощью класса Command достаточно объемно. Как вариант, можно использовать декоратор @command экземпляра класса Manager. Для этого нужно открыть файл main2.py и изменить его следующим образом:

#...

manager.add\_command("faker", Faker())

@manager.command

def foo():

"Это созданная команда"

print("foo command executed")

@app.route('/')

#...

Была создана простая команда foo, которая выводит foo command executed при вызове. Декоратор @command автоматически добавляет команду к существующему экземпляру Manager, так что не нужно вызывать метод add\_command(). Чтобы увидеть, как используются команды, нужно вернуться обратно в терминал и запустить main2.py.

(env) gvido@vm:~/flask\_app$ python main2.py

usage: main2.py [-?] {faker,foo,shell,runserver} ...

positional arguments:

{faker,foo,shell,runserver}

faker Команда для добавления поддельных данных в таблицы

foo Это созданная команда

shell Runs a Python shell inside Flask application context.

runserver Runs the Flask development server i.e. app.run()

optional arguments:

-?, --help show this help message and exit

Поскольку команда foo теперь доступна, ее можно исполнить, введя следующую команду.

(env) gvido@vm:~/flask\_app$ python main2.py foo

foo command executed

## Автоматический импорт объектов

Импорт большого количества объектов в командной строке может быть утомительным. С помощью Flask-Script объекты можно сделать видимыми в терминале без явного импорта.

Команда Shell запускает оболочку. Функция конструктора оболочки Shell принимает аргумент-ключевое слово make\_context. Аргумент, передаваемый make\_context должен быть вызываемым и возвращать словарь. По умолчанию вызываемый объект возвращает словарь, содержащий только экземпляр приложения, то есть app. Это значит, что по умолчанию в оболочке можно получить доступ только к экземпляру приложения (app), специально не импортируя его. Чтобы изменить это поведение, нужно назначить новому объекту (функции), поддерживающему вызов, make\_context. Это вернет словарь с объектами, к которым требуется получить доступ внутри оболочки.

Откроем файл main2.py, чтобы добавить следующий код после функции foo().

#...

from flask\_script import Manager, Command, Shell

#...

def shell\_context():

import os, sys

return dict(app=app, os=os, sys=sys)

manager.add\_command("shell", Shell(make\_context=shell\_context))

#...

Здесь вызываемой функции shell\_context() передается аргумент-ключевое слово make\_context. Функция shell\_context возвращает словарь с тремя объектами: app, os и sys. В результате, внутри оболочки теперь есть доступ к этим объектам, хотя их импорт не производился.

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> app

<Flask 'main2'>

>>>

>>> os.name

'posix'

>>>

>>> sys.platform

'linux'

>>>

>>>

# #11 Работа с формами во Flask

Формы — важный элемент любого веб-приложения, но, к сожалению, работать с ними достаточно сложно. Сначала нужно подтвердить данные на стороне клиента, затем — на сервере. И даже этого недостаточно, если разработчик приложения озабочен такими проблемами безопасности как CSRF, XSS, SQL Injection и так далее. Все вместе — это масса работы. К счастью, есть отличная библиотека WTForms, выполняет большую часть задач за разработчика. Перед тем как узнать больше о WTForms, следует все-таки разобраться, как работать с формами без библиотек и пакетов.

## Работа с формами — сложный вариант

Для начала создадим шаблон login.html со следующим кодом:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Login</title>

</head>

<body>

{% if message %}

<p>{{ message }}</p>

{% endif %}

<form action="" method="post">

<p>

<label for="username">Username</label>

<input type="text" name="username">

</p>

<p>

<label for="password">Password</label>

<input type="password" name="password">

</p>

<p>

<input type="submit">

</p>

</form>

</body>

</html>

Этот код нужно добавить после функции представления books() в файле main2.py:

from flask import Flask, render\_template, request

#...

@app.route('/login/', methods=['post', 'get'])

def login():

message = ''

if request.method == 'POST':

username = request.form.get('username') # запрос к данным формы

password = request.form.get('password')

if username == 'root' and password == 'pass':

message = "Correct username and password"

else:

message = "Wrong username or password"

return render\_template('login.html', message=message)

#...

Стоит обратить внимание, что аргумент methods передан декоратору route(). По умолчанию обработчик запросов вызывается только в тех случаях, когда метод request.method — GET или HEAD. Это можно изменить, передав список разрешенных HTTP-методов аргументу-ключевому слову methods. С этого момента функция представления login будет вызываться только тогда, когда запрос к /login/ будет сделан с помощью методов GET, POST или HEAD. Если попробовать получить доступ к URL /login/ другим методом, появится ошибка HTTP 405 Method Not Allowed.

В [**прошлых уроках обсуждалось**](https://pythonru.com/uroki/5-otvet-servera-i-perehvat-zaprosov-vo-flask) то, что объект request предоставляет информацию о текущем веб-запросе. Информация, полученная с помощью формы, хранится в атрибуте form объекта request. request.form — это неизменяемый объект типа словарь, известный как ImmutableMultiDict.

Дальше нужно запустить сервер и зайти на https://localhost:5000/login/. Откроется такая форма.

![форма во Flask](data:image/png;base64,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)

Запрос к странице был сделан с помощью метода GET, поэтому код внутри блока if функции login() пропущен.

Если попробовать отправить форму без ввода данных, страница будет выглядеть следующим образом:
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В этот раз страница была отправлена методом POST, поэтому код внутри if оказался исполнен. Внутри этого блока приложение принимает имя пользователя и пароль и устанавливает сообщение для message. Поскольку форма оказалась пустой, отобразилось сообщение об ошибке.

Если заполнить форму с корректными именем пользователям и паролем и нажать Enter, появится приветственное сообщение “Correct username and password”:

![Заполненная форма во Flask](data:image/png;base64,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)

Таким образом можно работать с формами во Flask. Теперь же стоит обратить внимание на пакет WTForms.

## WTForms

WTForms – это мощная библиотека, написанная на Python и независимая от фреймворков. Она умеет генерировать формы, проверять их и предварительно заполнять информацией (удобно для редактирования) и многое другое. Также она предлагает защиту от CSRF. Для установки WTForms используется Flask-WTF.

Flask- WTF – это расширение для Flask, которое интегрирует WTForms во Flask. Оно также предлагает дополнительные функции, такие как загрузка файлов, reCAPTCHA, интернационализация (i18n) и другие. Для установки Flask-WTF нужно ввести следующую команду.

(env) gvido@vm:~/flask\_app$ pip install flask-wtf

## Создание класса Form

Начать стоит с определения форм в виде классов Python. Каждая форма должна расширять класс FlaskForm из пакета flask\_wtf. FlaskForm — это обертка, содержащая полезные методы для оригинального класса wtform.Form, который является основной для создания форм. Внутри класса формы, поля формы определяются в виде переменных класса. Поля формы определяются путем создания объекта, ассоциируемого с типом поля. Пакет wtform предлагает несколько классов, представляющих собой следующие поля: StringField, PasswordField, SelectField, TextAreaField, SubmitField и другие.

Для начала нужно создать файл forms.py внутри словаря flask\_app и добавить в него следующий код.

from flask\_wtf import FlaskForm

from wtforms import StringField, SubmitField, TextAreaField

from wtforms.validators import DataRequired, Email

class ContactForm(FlaskForm):

name = StringField("Name: ", validators=[DataRequired()])

email = StringField("Email: ", validators=[Email()])

message = TextAreaField("Message", validators=[DataRequired()])

submit = SubmitField("Submit")

Здесь определен класс формы ContactForm с четырьмя полями: name, email, message и sumbit. Эти переменные будут использоваться, чтобы отрендерить поля формы, а также назначать и получать информацию из них. Эта форма создана с помощью двух StringField, TextAreaField и SumbitField. Каждый раз когда создается объект поля, определенные аргументы передаются его функции-конструктору. Первый аргумент — строка, содержащая метку, которая будет отображаться внутри тега <label> в тот момент, когда поле отрендерится. Второй опциональный аргумент — список валидаторов (элементов системы проверки), которые передаются конструктору в виде аргументов-ключевых слов. Валидаторы — это функции или классы, которые определяют, корректна ли введенная в поле информация. Для каждого поля можно использовать несколько валидаторов, разделив их запятыми (,). Модуль wtforms.validators предлагает базовые валидаторы, но их можно создавать самостоятельно. В этой форме используются два встроенных валидатора: DataRequired и Email.

**DataRequired:** он проверяет, ввел ли пользователь хоть какую-информацию в поле.

**Email:** проверяет, является ли введенный электронный адрес действующим.

Введенные данные не будут приняты до тех пор, пока валидатор не подтвердит соответствие данных.

**Примечание:** это лишь основа полей форм и валидаторов. Полный список доступен по ссылке [**https://wtforms.readthedocs.io**](https://wtforms.readthedocs.io/).

## Установка SECRET\_KEY

По умолчанию Flask-WTF предотвращает любые варианты CSFR-атак. Это делается с помощью встраивания специального токена в скрытый элемент <input> внутри формы. Затем этот токен используется для проверки подлинности запроса. До того как Flask-WTF сможет сгенерировать csrf-токен, необходимо добавить секретный ключ. Установить его в файле main2.py необходимо следующим образом:

#...

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

manager = Manager(app)

#...

Здесь используется атрибут config объекта Flask. Атрибут config работает как словарь и используется для размещения параметров настройки Flask и расширений Flask, но их можно добавлять и самостоятельно.

Секретный ключ должен быть строкой — такой, которую сложно разгадать и, желательно, длинной. SECRET\_KEY используется не только для создания CSFR-токенов. Он применяется и в других расширениях Flask. Секретный ключ должен быть безопасно сохранен. Вместо того чтобы хранить его в приложении, лучше разместить в переменной окружения. О том как это сделать — будет рассказано в следующих разделах.

## Формы в консоли

Откроем оболочку Python с помощью следующей команды:

(env) gvido@vm:~/flask\_app$ python main2.py shell

Это запустит оболочку Python внутри контекста приложения.

Теперь нужно импортировать класс ContactForm и создать [**экземпляр объекта**](https://pythonru.com/primery/primery-raboty-s-klassami-v-python) новой формы, передав данные формы.

>>>

>>> from forms import ContactForm

>>> from werkzeug.datastructures import MultiDict

>>>

>>>

>>> form1 = ContactForm(MultiDict([('name', 'jerry'),('email', 'jerry@mail.com')]))

>>>

Стоит обратить внимание, что данные передаются в виде объекта MultiDict, потому что функция-конструктор класса wtforms.Form принимает аргумент типа MutiDict. Если данные формы не определены при создании экземпляра объекта формы, а форма отправлена с помощью запроса POST, wtforms.Form использует данные из атрибута request.form. Стоит вспомнить, что request.form возвращает объект типа ImmutableMultiDict. Это то же самое, что и MultiDict, но он неизменяемый.

Метод validate() проверяет форму. Если проверка прошла успешно, он возвращает True, если нет — False.

>>>

>>> form1.validate()

False

>>>

Форма не прошла проверку, потому что обязательному полю message при создании объекта формы не было передано никаких данных. Получить доступ к ошибкам форм можно с помощью атрибута errors объекта формы:

>>>

>>> form1.errors

{'message': ['This field is required.'], 'csrf\_token': ['The CSRF token is missing.']}

>>>

Нужно обратить внимание, что в дополнение к сообщению об ошибке для поля message, вывод также содержит сообщение об ошибке о недостающем csfr-токене. Это из-за того что в данных формы нет запроса POST с csfr-токеном.

Отключить CSFR-защиту можно, передав csfr\_enabled=False при создании экземпляра класса формы. Пример:

>>> form3 = ContactForm(MultiDict([('name', 'spike'),('email', 'spike@mail.com')]), csrf\_enabled=False)

>>>

>>> form3.validate()

False

>>>

>>> form3.errors

{'message': ['This field is required.']}

>>>

>>>

Как и предполагалось, теперь ошибка появляется только для поля message. Теперь можно создать другой объект формы, но в этот раз передать ему информацию для всех полей.

>>>

>>> form4 = ContactForm(MultiDict([('name', 'jerry'), ('email', 'jerry@mail.com'), ('message', "hello tom")]), csrf\_enabled=False)

>>>

>>> form4.validate()

True

>>>

>>> form4.errors

{}

>>>

Проверка формы в этот раз прошла успешно.

Следующий шаг — рендеринг формы.

## Рендеринг формы

Существует два варианта рендеринга:

1. Один за одним.
2. С помощью цикла

### Рендеринг полей один за одним

Поскольку в шаблонах есть доступ к экземпляру формы, можно использовать имена полей, чтобы отрендерить имена, метки и ошибки:

{# выводим название поля #}

{{ form.field\_name.label() }}

{# выводим само поле #}

{{ form.field\_name() }}

{# выводим ошибки валидации, связанные с полем #}

{% for error in form.field\_name.errors %}

{{ error }}

{% endfor %}

Стоит протестировать этот способ в консоли:

>>>

>>> from forms import ContactForm

>>> from jinja2 import Template

>>>

>>> form = ContactForm()

>>>

Здесь экземпляр объекта формы был создан без данных запроса. Так и происходит, когда форма отображается первый раз с помощью запроса GET.

>>>

>>>

>>> Template("{{ form.name.label() }}").render(form=form)

'<label for="name">Name: </label>'

>>>

>>> Template("{{ form.name() }}").render(form=form)

'<input id="name" name="name" type="text" value="">'

>>>

>>>

>>> Template("{{ form.email.label() }}").render(form=form)

'<label for="email">Email: </label>'

>>>

>>> Template("{{ form.email() }}").render(form=form)

'<input id="email" name="email" type="text" value="">'

>>>

>>>

>>> Template("{{ form.message.label() }}").render(form=form)

'<label for="message">Message</label>'

>>>

>>> Template("{{ form.message() }}").render(form=form)

'<textarea id="message" name="message"></textarea>'

>>>

>>>

>>> Template("{{ form.submit() }}").render(form=form)

'<input id="submit" name="submit" type="submit" value="Submit">'

>>>

>>>

Поскольку форма выводится первый раз, у полей не будет ошибок проверки. Следующий код наглядно демонстрирует это:

>>>

>>>

>>> Template("{% for error in form.name.errors %}{{ error }}{% endfor %}").render(form=form)

''

>>>

>>>

>>> Template("{% for error in form.email.errors %}{{ error }}{% endfor %}").render(form=form)

''

>>>

>>>

>>> Template("{% for error in form.message.errors %}{{ error }}{% endfor %}").render(form=form)

''

>>>

>>>

Вместо отображения ошибок проверки для каждого поля можно использовать form.errors, чтобы получить доступ к ошибкам валидации, относящимся к форме. forms.errors используется чтобы отображать ошибки проверки в верхней части формы.

>>>

>>> Template("{% for error in form.errors %}{{ error }}{% endfor %}").render(form=form)

''

>>>

При рендеринге полей и меток можно добавить дополнительные аргументы-ключевые слова, которые окажутся в HTML-коде в виде пар ключей-значений. Например:

>>>

>>> Template('{{ form.name(class="input", id="simple-input") }}').render(form=form)

'<input class="input" id="simple-input" name="name" type="text" value="">'

>>>

>>>

>>> Template('{{ form.name.label(class="lbl") }}').render(form=form)

'<label class="lbl" for="name">Name: </label>'

>>>

>>>

Предположим, форма была отправлена. Теперь можно попробовать отрендерить поля и посмотреть, что получится.

>>>

>>> from werkzeug.datastructures import MultiDict

>>>

>>> form = ContactForm(MultiDict([('name', 'spike'),('email', 'spike@mail.com')]))

>>>

>>> form.validate()

False

>>>

>>>

>>> Template("{{ form.name() }}").render(form=form)

'<input id="name" name="name" type="text" value="spike">'

>>>

>>>

>>> Template("{{ form.email() }}").render(form=form)

'<input id="email" name="email" type="text" value="spike@mail.com">'

>>>

>>>

>>> Template("{{ form.message() }}").render(form=form)

'<textarea id="message" name="message"></textarea>'

>>>

>>>

Стоит обратить внимание, что у атрибута value в полях name и email есть данные. Но элемент <textarea> для поля message пуст, потому что ему данные переданы не были. Получить доступ к ошибке валидации для поля message можно следующим образом:

>>>

>>> Template("{% for error in form.message.errors %}{{ error }}{% endfor %}").render(form=form)

'This field is required.'

>>>

Как вариант, form.errors можно использовать, чтобы перебрать все ошибки валидации за раз.

>>>

>>> s ="""\

... {% for field\_name in form.errors %}\

... {% for error in form.errors[field\_name] %}\

... <li>{{ field\_name }}: {{ error }}</li>

... {% endfor %}\

... {% endfor %}\

... """

>>>

>>> Template(s).render(form=form)

'<li>csrf\_token: The CSRF token is missing.</li>\n

<li>message: This field is required.</li>\n'

>>>

>>>

Стоит обратить внимание, что ошибки csfr-токена нет, потому что запрос был отправлен без токена. Отрендерить поле csfr можно как и любое другое поле:

>>>

>>> Template("{{ form.csrf\_token() }}").render(form=form)

'<input id="csrf\_token" name="csrf\_token" type="hidden" value="IjZjOTBkOWM4ZmQ0MGMzZTY3NDc3ZTNiZDIxZTFjNDAzMGU1YzEwOTYi.DQlFlA.GQ-PrxsCJkQfoJ5k6i5YfZMzC7k">'

>>>

Рендеринг полей один из одним может занять много времени, особенно если их несколько. Для таких случаев используется цикл.

### Рендеринг полей с помощью цикла

Следующий код демонстрирует, как можно отрендерить поля с помощью [**цикла for**](https://pythonru.com/osnovy/sintaksis-vozmozhnosti-i-podvodnye-kamni-cikla-for-v-python-3).

>>>

>>> s = """\

... <div>

... {{ form.csrf\_token }}

... </div>

... {% for field in form if field.name != 'csrf\_token' %}

... <div>

... {{ field.label() }}

... {{ field() }}

... {% for error in field.errors %}

... <div class="error">{{ error }}</div>

... {% endfor %}

... </div>

... {% endfor %}

... """

>>>

>>>

>>> print(Template(s).render(form=form))

<div>

<input id="csrf\_token" name="csrf\_token" type="hidden" value="IjZjOTBkOWM4ZmQ0MGMzZTY3NDc3ZTNiZDIxZTFjNDAzMGU1YzEwOTYi.DQlFlA.GQ-PrxsCJkQfoJ5k6i5YfZMzC7k">

</div>

<div>

<label for="name">Name: </label>

<input id="name" name="name" type="text" value="spike">

</div>

<div>

<label for="email">Email: </label>

<input id="email" name="email" type="text" value="spike@mail.com">

</div>

<div>

<label for="message">Message</label>

<textarea id="message" name="message"></textarea>

<div class="error">This field is required.</div>

</div>

<div>

<label for="submit">Submit</label>

<input id="submit" name="submit" type="submit" value="Submit">

</div>

>>>

>>>

Важно заметить, что вне зависимости от используемого метода нужно вручную добавлять тег <form>, чтобы обернуть поля формы.

Теперь, зная как создавать, поверять и рендерить формы, можно использовать полученные знания для создания реальных форм.

Вначале нужно создать шаблон contact.html со следующим кодом:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<form action="" method="post">

{{ form.csrf\_token() }}

{% for field in form if field.name != "csrf\_token" %}

<p>{{ field.label() }}</p>

<p>{{ field }}

{% for error in field.errors %}

{{ error }}

{% endfor %}

</p>

{% endfor %}

</form>

</body>

</html>

Единственный недостающий кусочек пазла — функция представления, которая будет создана далее.

## Работа с подтверждением формы

Откроем main2.py, чтобы добавить следующий код после функции представления login().

from flask import Flask, render\_template, request, redirect, url\_for

from flask\_script import Manager, Command, Shell

from forms import ContactForm

#...

@app.route('/contact/', methods=['get', 'post'])

def contact():

form = ContactForm()

if form.validate\_on\_submit():

name = form.name.data

email = form.email.data

message = form.message.data

print(name)

print(email)

print(message)

# здесь логика базы данных

print("\nData received. Now redirecting ...")

return redirect(url\_for('contact'))

return render\_template('contact.html', form=form)

#...

В 7 строке создается объект формы. На 8 строке проверяется значение, которое вернул метод validate\_on\_submit() для исполнения кода внутри инструкции if.

Почему используется validate\_on\_sumbit(), а не validate(), как это было в консоли?

validate() всего лишь проверяет, корректны ли данные формы. Он не проверяет, был ли запрос отправлен с помощью метода POST. Это значит, что если использовать метод validate(), тогда запрос GET к /contact/ запустит форму проверки, а пользователь увидит ошибки валидации. Вообще процедура проверки запускается только в том случае, если данные были отправлены с помощью метода POST. В противном случае вернется False. Метод validate\_on\_submit() вызывает метод validate() внутри себя. Также нужно обратить внимание, что при создании экземпляра объекта формы данные не передаются, потому что когда форма отправляется с помощью запроса POST, WTForm считывает данные формы из атрибута request.form.

Поля формы, определенные в классе формы становятся атрибутами объекта формы. Чтобы получить доступ к данным поля используется атрибут data поля формы:

form.name.data # доступ к данным в поле name.

form.email.data # доступ к данным в поле email.

Чтобы получить доступ ко всем данные формы сразу нужно использовать атрибут data к объекту формы:

form.data # доступ ко всем данным

Если использовать запрос GET при посещении /contact/, метод validate\_on\_sumbit() вернет False. Код внутри if будет пропущен, а пользователь получит пустую HTML-форму.

Когда форма отправляется с помощью запроса POST, validate\_on\_sumbit() возвращает True, предполагая, что данные верны. Вызовы print() внутри блока if выведут данные, введенные пользователем, а функция redirect() перенаправит пользователя на страницу /contact/. С другой стороны, если validate\_on\_sumbit() вернет False, исполнение инструкций внутри тела if будет пропущено, и появится сообщение об ошибке валидации.

Если сервер не запущен, его нужно запустить и открыть https://localhost:5000/contact/. Появится следующая контактная форма:

![контактная форма во Flask](data:image/png;base64,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)

Если попробовать нажать Submit, не вводя данных, появятся следующие сообщения об ошибках валидации:
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Теперь можно ввести определенные данные в поля Name и Message и некорректные данные в поле Email, и попробовать отправить форму снова.  
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Нужно обратить внимание, что все поля содержат данные из прошлого запроса.

Теперь можно ввести корректный email в поле Email и нажать Submit. Теперь проверка пройдет успешно, а в оболочке появится следующий вывод:

Spike

spike@gmail.com

A Message

Data received. Now redirecting ...

После отображения принятых данных в оболочке функция представления перенаправит пользователя по адресу /contact/. В этот момент должна отображаться пустая форма без ошибок валидации так, будто пользователь впервые открыл /contact/ с помощью запроса GET.

Рекомендуется отображать обратную связь пользователю после успешной отправки. Во Flask это делается с помощью всплывающих сообщений.

## Всплывающие сообщения

Всплывающие сообщения — еще одна из тех функций, которые зависят от секретного ключа. Он необходим, потому что сообщения хранятся в сессиях. Сессиям во Flask будет посвящен отдельный урок. Поскольку в этом уроке секретный ключ уже был настроен, можно двигаться дальше.

Для отображения сообщения используется функция flash() из пакета flask. Функция flash() принимает два аргумента: сообщение и категория (опционально). Категория указывает на тип сообщения: \_success\_, \_error\_, \_warning\_ и так далее. Категория может быть использована в шаблоне, чтобы определить тип сообщения.

Снова откроем main2.py, чтобы добавить flash(“Message Received”, “success”) прямо перед вызовом redirect() в функции представления contact():

from flask import Flask, render\_template, request, redirect, url\_for, flash

#...

# здесь логика базы данных

print("\nData received. Now redirecting ...")

flash("Message Received", "success")

return redirect(url\_for('contact'))

return render\_template('contact.html', form=form)

Сообщение, заданное с помощью функции flash(), будет доступно только последующему запросу, а потом удалится.

Это только настройка сообщения. Для его отображения нужно поменять также шаблон.

Для этого нужно открыть файл contact.html и изменить его следующим образом:

[**Jinja**](https://pythonru.com/uroki/7-osnovy-shablonizatora-jinja) предлагает функцию get\_flashed\_messages(), которая возвращает список активных сообщений без категории. Чтобы получить их вместе с категорией нужно передать with\_category=True при вызове get\_flashed\_messages(). Когда значение with\_categories – True, get\_flashed\_messages() вернет список кортежей формы (category, message).

После этих изменений следует открыть https://localhost:5000/contact снова. Заполнить форму и нажать Submit. Сообщение об успешной отправке отобразится в верхней части формы.
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# #12 Куки во Flask

До этого момента все созданные в уроках страницы были очень простыми. Браузер отправляет запрос на сервер, сервер отвечает HTML-страницей, и это все. HTTP — это протокол, который не сохраняет свое состояние. Это значит, что в HTTP нет встроенных способов сообщить серверу, что оба запроса поступили от одного и того же пользователя. В результате сервер не знает, пытается ли пользователь получить доступ к странице впервые или в тысячный раз. Он обслуживает каждого так, будто бы это первое обращение к странице.

Если попробовать зайти в любой интернет-магазин и поискать определенные товары, то при следующем посещении сайт будет предлагать рекомендации, основанные на примерах прошлых поисков. Как же получается, что сайт узнает конкретного пользователя?

Ответ — куки и сессии.

Этот урок посвящен куки, а о сессиях речь пойдет в следующем.

## Что такое куки?

Куки — это всего лишь фрагмент данных, которые сервер устанавливает в браузере. Вот как это работает:

1. Браузер отправляет запрос на получение веб-страницы от сервера.
2. [**Сервер отвечает на запрос**](https://pythonru.com/uroki/5-otvet-servera-i-perehvat-zaprosov-vo-flask), отправляя запрошенную страницу вместе с одним или несколькими куки.
3. При получении ответа браузер [**рендерит страницу**](https://pythonru.com/uroki/6-shablony-vo-flask) и сохраняет куки на компьютере пользователя.
4. Последующий запрос на сервер будет включать информацию из куки в заголовке Cookie. Так будет продолжаться, пока не истечет сроки куки. Как только это происходит, куки удаляется из браузера.

## Настройка куки

Во Flask для настройки куки используется метод объекта ответа set\_cookie(). Синтаксис set\_cookie() следующий:

set\_cookie(key, value="", max\_age=None)

key — обязательный аргумент, это название куки. value — данные, которые нужно сохранить в куки. По умолчанию это пустая строка. max\_age — это срок действия куки в секундах. Если не указать срок, срок истечет при закрытии браузера пользователем.

Откроем main2.py, чтобы добавить следующий код после функции представления contact():

from flask import Flask, render\_template, request, redirect, url\_for, flash, make\_response

#...

@app.route('/cookie/')

def cookie():

res = make\_response("Setting a cookie")

res.set\_cookie('foo', 'bar', max\_age=60\*60\*24\*365\*2)

return res

#...

Это пример создание куки под названием foo со значением bar, срок которых — 2 года.

Нужно запустить сервер и зайти на https://localhost:5000/cookie/. В качестве ответа откроется страница “Setting a cookie”. Чтобы посмотреть куки, настроенные сервером, нужно открыть инспектор хранилища в Firefox, нажав Shift+F9. Новое окно откроется в нижней части браузера. С левой стороны необходимо выбрать тип хранилища “Cookies” и нажать https://localhost:5000/, чтобы посмотреть все куки, настроенные сервером для https://localhost:5000/.
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С этого момента куки foo будут отправляться вместе с запросом на сервер https://localhost:5000/. Убедиться в этом можно с помощью сетевого монитора в Firefox. Он открывается сочетанием Ctrl+Shift+E. В мониторе нужно открыть https://localhost:5000/. В списке запросов с левой стороны — выбрать первый запрос, чтобы в правой панели отобразились его подробности:
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Стоит отметить, что когда куки настроены, последующие запросы к https://localhost:5000/cookie/ будут обновлять срок куки.

## Доступ к куки

Для доступа к куки используется атрибут cookie объекта request. cookie — это атрибут типа словарь, содержащий все куки, отправленные браузером. Снова откроем main2.py, чтобы изменить функцию представления cookie():

#...

@app.route('/cookie/')

def cookie():

if not request.cookies.get('foo'):

res = make\_response("Setting a cookie")

res.set\_cookie('foo', 'bar', max\_age=60\*60\*24\*365\*2)

else:

res = make\_response("Value of cookie foo is {}".format(request.cookies.get('foo')))

return res

#...

Функция представления изменена таким образом, чтобы страница показывала значение куки, если они есть. Если нет — они будут настроены автоматически.

Если открыть https://localhost:5000/cookie/ сейчас, отобразится страница со следующим содержимым.

![Значение куки во Flask](data:image/png;base64,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)

Объект request также доступен внутри шаблона. Это значит, что доступ к куки можно получить и с помощью кода Python. Подробнее об в этом в одном из следующих разделов.

## Удаление куки

Чтобы удалить куки, нужно вызвать метод set\_cookie() с названием куки, любым значением и указать срок max\_age=0. В файле main2.py это можно сделать, добавив следующий код после функции представления cookie().

#...

@app.route('/delete-cookie/')

def delete\_cookie():

res = make\_response("Cookie Removed")

res.set\_cookie('foo', 'bar', max\_age=0)

return res

#...

Если сейчас зайти на https://localhost:5000/delete-cookie/, отобразится следующий ответ:

![Удаление куки во Flask](data:image/png;base64,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)

Теперь, понимая как работают куки, можно изучить следующие примеры кода и получить реальные практические примеры того, как настраивать куки для сохранения пользовательских предпочтений.

Добавим следующий код после функции представления delete\_cookie() в файле main2.py.

#...

@app.route('/article/', methods=['POST', 'GET'])

def article():

if request.method == 'POST':

print(request.form)

res = make\_response("")

res.set\_cookie("font", request.form.get('font'), 60\*60\*24\*15)

res.headers['location'] = url\_for('article')

return res, 302

return render\_template('article.html')

#...

Далее нужно создать новый шаблон article.html со следующим кодом:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Article</title>

</head>

<body style="{% if request.cookies.get('font') %}font-family:{{ request.cookies.get('font') }}{% endif %}">

Select Font Preference: <br>

<form action="" method="post">

<select name="font" onchange="submit()">

<option value="">----</option>

<option value="consolas" {% if request.cookies.get('font') == 'consolas' %}selected{% endif %}>consolas</option>

<option value="arial" {% if request.cookies.get('font') == 'arial' %}selected{% endif %}>arial</option>

<option value="verdana" {% if request.cookies.get('font')== 'verdana' %}selected{% endif %}>verdana</option>

</select>

</form>

<h1>Festus, superbus toruss diligenter tractare de brevis, dexter olla.</h1>

<p>Lorem ipsum dolor sit amet, consectetur adipisicing elit. Aperiam blanditiis debitis doloribus eos magni minus odit, provident tempora. Expedita fugiat harum in incidunt minus nam nesciunt voluptate. Facilis nesciunt, similique!

</p>

<p>Lorem ipsum dolor sit amet, consectetur adipisicing elit. Alias amet animi aperiam inventore molestiae quos, reiciendis voluptatem. Ab, cum cupiditate fugit illo incidunt ipsa neque quam, qui quidem vel voluptatum.</p>

</body>

</html>

При первом посещении https://localhost:5000/article страница отобразится со шрифтом по умолчанию. Если пользователь поменяет шрифт с помощью выпадающего меню, будет отправлена форма. Значение условия if request.method == 'POST' станет истинным, и будут настроены куки font со значением выбранного шрифта, срок которых истечет через 15 дней, а пользователь будет перенаправлен на страницу https://localhost:5000/article, которая отобразится с новым выбранным шрифтом.

При посещении https://localhost:5000/article станица отобразится со шрифтом по умолчанию.
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Но если выбрать новый шрифт из выпадающего меню, шрифт страницы поменяется на выбранный ранее.
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## Недостатки куки

Перед использованием куки в реальном проекте нужно знать об их недостатках.

1. Куки небезопасны. Данные, которые в них хранятся, видны всем, поэтому в куки нельзя хранить пароли, данные банковских карт и так далее.
2. Куки можно отключить. Большинство браузеров дают пользователям возможность отключить куки. Если это происходит, никакого предупреждения нет. Чтобы бороться с этой проблемой, можно использовать, например, такой простейший JS-код, чтобы уведомить пользователя о том, что куки должны быть включены для корректной работы.

<script>

document.cookie = "foo=bar;";

if (!document.cookie)

{

alert("This website requires cookies to function properly");

}

</script>

1. Каждая порция куки хранит не более 4 КБ данных. Помимо этого браузеры накладывают ограничения на то, сколько куки может установить сайт. Лимиты варьируются от 30 до 50.
2. Куки отправляются с каждым запросом к серверу. Если предположить, что у сайта 20 куки размером 4 КБ, то каждый запрос будет давать дополнительную нагрузку в размере 80 КБ.

Некоторые из этих проблем можно решить с помощью сессий, речь о которых пойдет в следующем уроке.

# #13 Сессии во Flask

Сессии — еще один способ хранить данные конкретных пользователей между запросами. Они работают по похожему на куки принципу. Для использования сессии нужно сперва настроить секретный ключ. Объект session из пакета flask используется для настройки и получения данных сессии. Объект session работает как словарь, но он также может отслеживать изменения.

При использовании сессий данные хранятся в браузере как куки. Куки, используемые для хранения данных сессии — это куки сессии. Тем не менее в отличие от обычных [**куки Flask**](https://pythonru.com/uroki/12-kuki-vo-flask) криптографически отмечает куки сессии. Это значит, что каждый может видеть содержимое куки, но не может их менять, не имея секретного ключа для подписи. Как только куки сессии настроены, каждый последующий запрос к серверу подтверждает подлинность куки с помощью такого же секретного ключа. Если Flask не удается это сделать, тогда его контент отклоняется, а браузер получает новые куки сессии.

Знакомые с сессиями из языка PHP заметят, что сессии во Flask немного отличаются. В PHP куки сессии не хранят данные о сессии, а только id сессии. Это уникальная строка, которую PHP создает для ассоциации данных сессии с куки. Данные сессии хранятся на сервере в виде файла. При получении запроса от пользователя PHP использует id сессии, чтобы найти данные сессии и отобразить их в коде. Такой тип сессий известен как серверный, а те, которые используются во Flask, называется клиентскими.

По умолчанию различий между куки и клиентскими сессиями во Flask не так много. В итоге клиентские сессии страдают от тех же недостатков, что и обычные куки:

* Не могут хранить конфиденциальную информацию, такую как пароли.
* Дают лишнюю нагрузку при каждом запросе.
* Не способны хранить больше 4 КБ.
* Ограничены в общем количестве куки для одного сайта

и так далее.

Единственное реальное различие между куки и клиентскими сессиями — Flask гарантирует, что содержимое куки сессии не может быть изменено пользователям (только если у него нет секретного ключа).

Для использования клиентских сессий во Flask можно или написать собственный интерфейс сессии или использовать [**расширения**](https://pythonru.com/uroki/10-rasshirenie-vozmozhnostej-flask-s-pomoshhju-flask-script), такие как Flask-Session или Flask-KVSession.

## Как читать, записывать и удалять данные сессии

Следующий код демонстрирует, как можно читать, записывать и удалять данные сессии. Откроем файл main2.py, чтобы добавить следующий код после функции представления article():

from flask import Flask, render\_template, request, redirect, url\_for, flash, make\_response, session

#...

@app.route('/visits-counter/')

def visits():

if 'visits' in session:

session['visits'] = session.get('visits') + 1 # чтение и обновление данных сессии

else:

session['visits'] = 1 # настройка данных сессии

return "Total visits: {}".format(session.get('visits'))

@app.route('/delete-visits/')

def delete\_visits():

session.pop('visits', None) # удаление данных о посещениях

return 'Visits deleted'

#...

Стоит обратить внимание, что объект session используется как обычный словарь. Если сервер не запущен, нужно его запустить и зайти на https://localhost:5000/visits-counter/. На странице будет счетчик посещений:
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Чтобы увеличить его, нужно несколько раз обновить страницу.
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Flask отправляет куки сессии клиенту только при создании новой сессии или изменении существующей. При первом посещении https://localhost:5000/visits-counter/ будет исполнено тело else в функции представления visits(), в результате чего будет создана новая сессия. При создании новой сессии Flask отправит куки сессии клиенту. Последующие запросы к https://localhost:5000/visits-counter приведут к исполнению кода в блоке if, в котором обновляется значение счетчика visits сессии. При изменении сессии будет создан новый файл куки, поэтому Flask отправит новые куки сессии клиенту.

Чтобы удалить данные сессии нужно зайти на https://localhost:5000/delete-visits/.
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Если сейчас открыть https://localhost:5000/visits-counter, счетчик посещений снова будет показывать 1.
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По умолчанию куки сессии существуют до тех пор, пока не закроется браузер. Чтобы продлить жизнь куки сессии, нужно установить значение True для атрибута permanent объекта session. Когда значение permanent равно True, срок куки сессии будет равен permanent\_session\_lifetime. permanent\_session\_lifetime — это атрибут datetime.timedelta объекта Flask. Его значение по умолчанию равно 31 дню. Изменить его можно, выбрав новое значение для атрибута permanent\_session\_lifetime, используя ключ настройки PERMANENT\_SESSION\_LIFETIME.

import datetime

app = Flask(\_\_name\_\_)

app.permanent\_session\_lifetime = datetime.timedelta(days=365)

# app.config['PERMANENT\_SESSION\_LIFETIME'] = datetime.timedelta(days=365)

## Изменение данных сессии

**Примечание:** перед тем как следовать инструкции, нужно удалить куки, установленные локальным хостом.

Большую часть времени объект session автоматически подхватывает изменения. Но бывают случаи, например изменение структуры изменяемых данных, которые не подхватываются автоматически. Для таких ситуаций нужно установить значение True для атрибута modified объекта session. Если этого не сделать, Flask не будет отправлять обновленные куки клиенту. Следующий код показывает, как использовать атрибут modified объекта session. Откроем файл main2.py, чтобы добавить следующий код перед функцией представления delete\_visitis().

#...

@app.route('/session/')

def updating\_session():

res = str(session.items())

cart\_item = {'pineapples': '10', 'apples': '20', 'mangoes': '30'}

if 'cart\_item' in session:

session['cart\_item']['pineapples'] = '100'

session.modified = True

else:

session['cart\_item'] = cart\_item

return res

#...

При первом посещении https://localhost:5000/session/ код в блоке else будет исполнен. Он создаст новую сессию, где данные сессии будут в виде словаря. Последующий запрос к https://localhost:5000/session/ обновляет данные сессии, установив количество «ананасов» на значении 100. В следующей строке атрибут modified получает значение True, потому что без него Flask не будет отправлять обновленные куки сессии клиенту.

Если сервер не запущен, его следует запустить и зайти на https://localhost:5000/session/. Отобразится пустой словарь session, потому что у браузера еще нет куки сессии, которые он мог бы отправить серверу:
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Если страницу перезагрузить, в словаре session будет уже «10 ананасов»:
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Перезагрузив страницу в третий раз, можно увидеть, что словарь session имеет значение «ананасов» равное 100, а не 10:
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Объект сессии подхватил изменение благодаря атрибуту modified. Удостовериться в этом можно, удалив куки сессии и закомментировав строку, где для атрибута modified устанавливается значение True. Теперь после первого запроса значение словаря сессии будет равно «10 ананасам».

Это все, что нужно знать о сессиях во Flask. И важно не забывать, что по умолчанию сессии во Flask являются клиентскими.

# #14 Создание баз данных во Flask

В этом уроке речь пойдет о взаимодействии с базой данных. Сегодня существуют две конкурирующих системы баз данных:

1. Реляционные базы данных.
2. Нереляционные или NoSQL базы данных.

Реляционные базы по традиции используются в веб-приложения. Многие крупные игроки на рынке веб-программирования все еще используют их. Например, Facebook. Реляционные базы данных хранят данные в таблицах и колонках и используют внешний ключ для создания связи между несколькими таблицами. Реляционные базы данных также поддерживают транзакции. Это значит, что можно исполнить набор SQL-операторов, которые должны быть атомарными (atomic). Под atomic подразумеваются все операторы, которые исполняются по принципу «все или ничего».

В последние годы выросла популярность баз данных NoSQL. Такие базы данных не хранят данные в таблицах и колонках, а вместо них используют такие структуры, как документные хранилища, хранилища ключей и значений, графы и так далее. Большинство NoSQL баз данных не поддерживают транзакции, но предлагают более высокую скорость работы.

Реляционные базы данных намного старше NoSQL. Они доказали свою надежность и безопасность во многих отраслях. Следовательно, оставшаяся часть урока будет посвящена описанию принципов использования реляционных баз данных во Flask. Это не значит, что NoSQL не используются. Есть случаи, когда в NoSQL-базах даже больше смысла, но сейчас речь пойдет только о реляционных базах данных.

## SQLAlchemy и Flask-SQLAchemy

SQLAlchemy – это фреймворк для работы, который на практике используется для работы с реляционными [**базами данных в Python**](https://pythonru.com/osnovy/sqlite-v-python). Он был создан Майком Байером в 2005 году. SQLAlchemy поддерживает следующие базы данных: MySQL, PostgreSQL, Oracle, MS-SQL, SQLite и другие.

SQLAchemy поставляется с мощным ORM (технология объектно-реляционного отображения), который позволяет работать с разными базами данных с помощью объектно-ориентированного кода, а не сырого SQL (языка структурированных запросов). Конечно, это не обязывает использовать только ORM. В любой момент можно задействовать возможности SQL.

Flask-SQLAlchemy – это расширение, которое интегрирует [**SQLAlchemy во фреймворк Flask**](https://pythonru.com/biblioteki/sqlalchemy-v-flask). Он также предлагает дополнительные методы, благодаря которым работать с SQLAlchemy становится немного проще. Установить Flask-SQLAlchemy вместе с дополнительными модулями можно с помощью следующей команды:

(env) gvido@vm:~/flask\_app$ pip install flask-sqlalchemy

Для использования Flask-SQLAlchemy нужно импортировать класс SQLAlchemy из пакета flask\_sqlalchemy и создать экземпляр объекта SQLAlchemy, передав ему экземпляр приложения. Откроем файл main2.py, чтобы изменить код следующим образом:

#...

from forms import ContactForm

from flask\_sqlalchemy import SQLAlchemy

app = Flask(\_\_name\_\_)

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

manager = Manager(app)

db = SQLAlchemy(app)

class Faker(Command):

#...

Экземпляр db объекта SQLAlchemy предоставляет доступ к функциям SQLAlchemy.

Дальше нужно сообщить SQLAlchemy местоположение базы данных в виде URI. Формат URI базы данных следующий:

dialect+driver://username:password@host:port/database

dialect ссылается на имя базы данных, такое как mysql, mssql, postgresql и так далее.

driver ссылается на DBAPI, который он использует, чтобы соединяться с базой данных. По умолчанию SQLAlchemy работает только с SQLite без дополнительных драйверов. Чтобы работать с другими базами данных, нужно установить конкретный драйвер для базы данных, совместимый с DBAPI.

Что такое DBAPI?

DBAPI – это всего лишь стандарт, определяющий API Python для доступа к базам данных от разных производителей.

Следующая таблица содержит некоторые базы данных и драйвера для них, совместимые с DBAPI:

| **База данных** | **Драйвер DBAPI** |
| --- | --- |
| MySQL | PyMysql |
| PostgreSQL | Psycopg 2 |
| MS-SQL | pyodbc |
| Oracle | cx\_Oracle |

Username и password указываются только при необходимости. Если указаны, они будут использоваться для авторизации в базе данных.

host — местоположение сервера базы данных.

port — порт сервера базы данных.

database — имя базы данных.

Вот некоторые примеры URL баз данных для самых популярных типов:

# URL базы данных для MySQL с использованием драйвера PyMysql

'mysql+pymysql://root:pass@localhost/my\_db'

# URL базы данных для PostgreSQL с использованием psycopg2

'postgresql+psycopg2://root:pass@localhost/my\_db'

# URL базы данных для MS-SQL с использованием драйвера pyodbc

'mssql+pyodbc://root:pass@localhost/my\_db'

# URL базы данных для Oracle с использованием драйвера cx\_Oracle

'oracle+cx\_oracle://root:pass@localhost/my\_db'

Формат URL базы данных для SQLite слегка отличается. Поскольку SQLite – это база данных, основанная на файле, и она не требует имени пользователя и пароля, в URL базы данных указывается только путь к файлу базы.

# Для Unix / Mac мы используем 4 слеша

sqlite:////absolute/path/to/my\_db.db

# Для Windows мы используем 3 слеша

sqlite:///c:/absolute/path/to/mysql.db

Flask-SQLAlchemy использует конфигурационный ключ SQLALCHEMY\_DATABASE\_URI для определения URI базы данных. Откроем main2.py, чтобы добавить SQLALCHEMY\_DATABASE\_URI :

#...

app = Flask(\_\_name\_\_)

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'mysql+pymysql://root:pass@localhost/flask\_app\_db'

manager = Manager(app)

db = SQLAlchemy(app)

#...

В этом курсе будет использоваться база данных MySQL. Поэтому прежде чем переходить к следующему разделу, нужно убедиться, что MySQL работает на компьютере.

## Создание моделей

Модель — это [**класс в Python**](https://pythonru.com/osnovy/klass-i-obekt-v-python), который представляет собой таблицу базы данных. Ее атрибуты сопоставляются со столбцами таблицы. Класс модели наследуется из db.Mobel и определяет колонки как экземпляры класса db.Column. Откроем main2.py, чтобы добавить следующий класс перед функцией представления updating\_session():

#...

from flask\_sqlalchemy import SQLAlchemy

from datetime import datetime

#...

class Post(db.Model):

\_\_tablename\_\_ = 'posts'

id = db.Column(db.Integer(), primary\_key=True)

title = db.Column(db.String(255), nullable=False)

slug = db.Column(db.String(255), nullable=False)

content = db.Column(db.Text(), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onupdate=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.title[:10])

Здесь создается модель Post с 5 переменными класса. Каждая переменная класса, кроме \_\_tablename\_\_, — это экземпляр класса db.Column. \_\_tablename\_\_ — это специальная переменная класса, используемая для определения имени таблицы базы данных. По умолчанию SQLAlchemy не следует соглашению о создании имен во множественном числе, поэтому название таблицы здесь — это название модели. Если на хочется опираться на такое поведение, следует использовать переменную \_\_tablename\_\_, чтобы явно указать название таблицы.

Первый аргумент конструктора db.Column() — это тип колонки, которая создается. SQLAlchemy предлагает большое количество типов колонок, а если их недостаточно, то можно создать свои. Следующая таблица описывает основные типы колонок в SQLAlchemy и их соответствующие типы в Python и SQL.

| **SQLAlchemy** | **Python** | **SQL** |
| --- | --- | --- |
| BigInteger | int | BIGINT |
| Boolean | bool | BOOLEAN или SMALLINT |
| Date | datetime.date | DATE |
| DateTime | datetime.date | DATETIME |
| Integer | int | INTEGER |
| Float | float | FLOAT или REAL |
| Numeric | decimal.Decimal | NUMERIC |
| Text | str | TEXT |

Также можно задать дополнительные ограничения для колонки, передав их в виде аргументов-ключевых слов конструктору db.Column. Следующая таблица включает некоторые широко используемые ограничения:

| **Ограничение** | **Описание** |
| --- | --- |
| nullable | Когда значение равно False, делает колонку обязательной. Значение по умолчанию — True. |
| default | Создает значение по умолчанию для колонки. |
| index | Логический атрибут. Если True, создает индексированную колонку. |
| onupdate | Создает значение по умолчанию для колонки при обновлении записи. |
| primary\_key | Логический атрибут. Если True, отмечает колонку основным ключом таблицы. |
| unique | Логический атрибут. Если True, каждая колонка должна быть уникальной. |

В строках 16-17 был определен метод \_\_repr\_\_(). Он не необходим, но если есть, то создает строчное представление объекта.

Можно было заметить, что значениями по умолчанию для created\_on и updated\_on выбрано название метода (datetime.utcnow), а не его вызов (datetime.utcnow()). Так сделано, потому что при исполнении кода вызывать метод datetime.utcnow() нет необходимости. Вместо этого его стоит вызывать, когда запись добавляется или обновляется.

## Определение отношений (связей)

В прошлом разделе была создана модель Post с парой полей. На практике классы моделей существуют сами по себе. Большую часть времени они связаны с другими моделями различными типами отношений: один-к-одному, один-ко-многим, многие-ко-многим.

Стоит дальше поработать над аналогией блога. Обычно, пост в блоге относится к одной категории и имеет один или несколько тегов. Другими словами, есть отношение один-к-одному между категорией и постом и отношение многие-ко-многим между постом и тегом.

Откроем main2.py, чтобы добавить модели Category и Tag:

#...

def updating\_session():

#...

return res

class Category(db.Model):

\_\_tablename\_\_ = 'categories'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

slug = db.Column(db.String(255), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(id, self.name)

class Posts(db.Model):

# ...

class Tag(db.Model):

\_\_tablename\_\_ = 'tags'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

slug = db.Column(db.String(255), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(id, self.name)

#...

### Отношение один-ко-многим

Для создания отношения один-ко-многим нужно разместить внешний ключ в дочерней таблице. Это самый распространенный тип отношений. Для создания отношения один-ко-многим в SQLAlchemy нужно выполнить следующие шаги:

1. Создать новый экземпляр db.Column с помощью ограничения db.ForeignKey в дочернем классе.
2. Определить новое свойство с помощью инструкции db.relationship в родительском классе. Это свойство будет использоваться для получения доступа к связанным объектам.

Откроем main2.py, чтобы изменить модели Post и Catеgory:

#...

class Category(db.Model):

# ...

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

posts = db.relationship('Post', backref='category')

class Post(db.Model):

# ...

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onupdate=datetime.utcnow)

category\_id = db.Column(db.Integer(), db.ForeignKey('categories.id'))

#...

Здесь для модели Post в Category были добавлены два новых атрибута: posts и category\_id.

db.ForeignKey() принимает имя столбца, внешний ключ которого используется. Здесь значение categories.id передается исключению db.ForeignKey(). Это значит, что атрибут category\_id у Post может принимать значение только у колонки id таблицы categories.

Далее в модели Catagory имеется атрибут posts, определенный инструкцией db.relationship(). db.relationship() используется для добавления двунаправленной связи. Другими словами, она добавляет [**атрибут классу**](https://pythonru.com/primery/primery-raboty-s-klassami-v-python) модели для доступа к связанным объектам. Простыми словами, она принимает как минимум один позиционный аргумент, который является именем класса на другой стороне отношений.

class Category(db.Model):

# ...

posts = db.relationship('Post')

Например, если есть объект Category (скажем, c), тогда доступ ко всем постам можно получить с помощью c.posts. А что, если нужно получить данные с другой стороны, то есть, получить категорию у объекта поста? Для этого используется backref. Так, код:

posts = db.relationship('Post', backref='category')

добавляет атрибут category объекту Post. Это значит, что если есть объект Post (например, p), тогда доступ к категории можно получать с помощью p.category.

Атрибуты category и posts у объектов Post и Category существуют только для удобства. Они не являются реальными колонками в таблице.

Стоит отметить, что в отличие от атрибута, представленного внешним ключом (который должен быть определен на стороне «много» в отношениях), db.relationship() можно определять с любой стороны.

### Отношение один-к-одному

Создание отношения один-к-одному в SQLAlchemy – это почти то же самое, что и отношение один-ко-многим. Единственное отличие — то, что инструкции db.relationship() передается дополнительный аргумент uselist=False. Например:

class Employee(db.Model):

\_\_tablename\_\_ = 'employees'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

designation = db.Column(db.String(255), nullable=False)

doj = db.Column(db.Date(), nullable=False)

dl = db.relationship('DriverLicense', backref='employee', uselist=False)

class DriverLicense(db.Model):

\_\_tablename\_\_ = 'driverlicense'

id = db.Column(db.Integer(), primary\_key=True)

license\_number = db.Column(db.String(255), nullable=False)

renewed\_on = db.Column(db.Date(), nullable=False)

expiry\_date = db.Column(db.Date(), nullable=False)

employee\_id = db.Column(db.Integer(), db.ForeignKey('employees.id')) # Foreign key

**Примечание**: в этих класса предполагается, что у сотрудника (employee) не может быть большого одного водительского удостоверения (driver license). Поэтому отношения между сотрудником и правами — один-к-одному.

С объектом Employee можно использовать e.dl, чтоб вернуть объект DriverLicense. Если не передать инструкции db.relationship() значение uselist=False, тогда между Employee и DriverLicense будет установлено отношение один-ко-многим, и e.dl вернет список объектов DriverLicense, вместо одного объекта. При этом аргумент uselist=False не повлияет на атрибут employee объекта DriverLicense. Как и обычно, он вернет один объект.

### Отношение многие-ко-многим

Отношение многие-ко-многим требует дополнительной ассоциативной таблицы. В качестве примера можно взять блог.

Пост в блоге обычно имеет один или несколько тегов. Аналогичным образом один тег может ассоциироваться с одним или несколькими постами. Так образовывается отношение между posts и tags. Недостаточно добавить внешний ключ, ссылающийся на id постов, потому что у тега может быть один или несколько постов.

В качестве решения нужно создать новую таблицу ассоциаций, определив 2 внешних ключа, ссылающихся на колонки post.id и tag.id.

![Отношение многие-ко-многим](data:image/png;base64,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)

Как видно на изображении, отношение многие-ко-многим между постом и тегом создается с помощью двух отношений один-к-одному. Первое такое отношение установлено между таблицами posts и post\_tags, второе — между tags и post\_tags. Следующий код демонстрирует, как создать отношение многие-ко-многим в SQLAlchemy. Откроем файл main2.py, чтобы добавить следующий код.

# ...

class Category(db.Model):

# ...

def \_\_repr\_\_(self):

return "<{}:{}>".format(id, self.name)

post\_tags = db.Table('post\_tags',

db.Column('post\_id', db.Integer, db.ForeignKey('posts.id')),

db.Column('tag\_id', db.Integer, db.ForeignKey('tags.id'))

)

class Post(db.Model):

# ...

class Tag(db.Model):

# ...

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

posts = db.relationship('Post', secondary=post\_tags, backref='tags')

#...

На строках 7-10 таблица ассоциаций определяется в виде объекта db.Table(). Первый аргумент таблицы db.Table() — имя таблицы, а дополнительные аргументы — это колонки, представленные экземплярами db.Column(). Синтаксис для создания таблицы ассоциаций может показаться странным, если сравнивать с процессом создания класса модели. Это потому что таблица ассоциаций создается с помощью SQLAlchemy Core – еще одного элемента SQLAlchemy.

Дальше нужно сообщить классу модели о таблице ассоциаций, которая будет использоваться. За это отвечает аргумент-ключевое слово secondary. На 18 строке db.relationship() вызывается с аргументом secondary, значение которого — post\_tags. Хотя отношение было определено в модели Tag, его можно так же просто определить в модели Post.

Если есть, например, объект p класса Post, тогда доступ ко всем его тегам можно получить с помощью p.tags. С помощью объекта класса Tag (t), доступ к постам можно получить командой t.posts.

Пришло время создать базу данных и таблицы.

## Создание таблиц

Чтобы выполнить все шаги урока, нужно убедиться, что MySQL установлен на компьютере.

Стоит напомнить, что по умолчанию SQLAlchemy работает только с базой данных SQLite. Для работы с другими базами данных нужно установить драйвер, совместимый с DBAPI. Для использования MySQL подойдет драйвер PyMySql.

(env) gvido@vm:~/flask\_app$ pip install pymysql

После этого необходимо авторизоваться на сервере MySQL и создать базу данных flask\_app\_db с помощью следующей команды:

(env) gvido@vm:~/flask\_app$ mysql -u root -p

mysql>

mysql> CREATE DATABASE flask\_app\_db CHARACTER SET utf8mb4 COLLATE utf8mb4\_unicode\_ci;

Query OK, 1 row affected (0.26 sec)

mysql> \q

Bye

(env) gvido@vm:~/flask\_app$

Эта команда создает базу данных flask\_app\_db с полной поддержкой Unicode.

Для создания необходимых таблицы нужно запустить метод create\_all() объекта SQLAlchemy — db. Далее нужно запустить оболочку Python и выполнить следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import db

>>>

>>> db.create\_all()

>>>

Метод create\_all() создает таблицы только в том случае, если их нет в базе данных. Поэтому запускать его можно несколько раз. Также этот метод не берет во внимание изменения моделей при создании таблиц. Это значит, что если запустить метод create\_all() после изменения его метода, когда таблица уже создана, то он не поменяет схему таблицы. Чтобы сделать это, нужно воспользоваться инструментом переноса Alembic. О том, как переносить базы данных с помощью Alembic, будет рассказано в отдельном уроке «Перенос базы данных с помощью Alembic».

Чтобы посмотреть созданные таблицы, нужно авторизоваться на сервере MySQL и выполнить следующую команду:

mysql>

mysql> use flask\_app\_db

Database changed

mysql>

mysql> show tables;

+------------------------+

| Tables\_in\_flask\_app\_db |

+------------------------+

| categories |

| post\_tags |

| posts |

| tags |

+------------------------+

4 rows in set (0.02 sec)

mysql>

Еще один способ посмотреть таблицы — использовать инструмент администрирования базы данных, такой как HeidiSQL. HeidiSQL – это кроссплатформенное ПО с открытым исходным кодом для управления базами данных MySQL, MS-SQL и PostgreSQL. Оно позволяет просматривать и редактировать данные, смотреть схему, менять таблицу и делать многое другое без единой строчки SQL. Скачать HeidiSQL можно [**отсюда**](https://www.heidisql.com/download.php).

Установив HeidiSQL поверх базы данных flask\_app\_db, можно получить приблизительно следующий список таблиц:  
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База данных flask\_app\_db имеет 4 таблицы. Таблицы с названиями categories, posts и tags созданы прямо из моделей, а post\_tags — это таблица ассоциаций, которая представляет собой отношение многие-ко-многим между моделями Post и Tag.

Класс SQLAlchemy также определяет метод drop\_all(), который используется для удаления всех таблиц в базе данных. Стоит помнить, что метод drop\_all() не учитывает, есть ли данные в таблице или нет. Он удаляет все данные, поэтому использовать его нужно с умом.

Все таблицы на месте. Пора добавить в них какие-то данные.

# #15 Основы ORM SQLAlchemy

## Добавление данных

Чтобы создать новую запись с данными с помощью SQLAlchemy, нужно выполнить следующие шаги:

1. Создать объект
2. Добавить объект в сессию
3. Загрузить (сделать коммит) сессию

В SAQLAlchemy взаимодействие с базой данных происходит с помощью [**сессии**](https://pythonru.com/uroki/13-sessii-vo-flask). К счастью, ее не нужно создавать вручную. Это делает Flask-SQLAlchemy. Доступ к объекту сессии можно получить с помощью db.session. Это объект сессии, которые отвечает за подключение к базе данных. Он же отвечает за процесс транзакции. По умолчанию транзакция запускается и остается открытой до тех пор, пока выполняются коммиты и откаты.

Запустим оболочку Python для создания некоторых объектов модели:

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import db, Post, Tag, Category

>>>

>>>

>>> c1 = Category(name='Python', slug='python')

>>> c2 = Category(name='Java', slug='java')

>>>

Были созданы два объекта Category. Получить доступ к их атрибутам можно с помощью оператора точки (.):

>>>

>>> c1.name, c1.slug

('Python', 'python')

>>>

>>> c2.name, c2.slug

('Java', 'java')

>>>

Дальше необходимо добавить объекты в сессию.

>>>

>>> db.session.add(c1)

>>> db.session.add(c2)

>>>

Добавление объектов не записывает их в базу данных , этот процесс лишь готовит их для сохранения при следующей коммите. Удостовериться в этом можно, проверив первичный ключ объектов.

>>>

>>> print(c1.id)

None

>>>

>>> print(c2.id)

None

>>>

Значение атрибута id обоих объектов — None. Это значит, что объекты не сохранены в базе данных.

Вместо добавления по одному объекту в сессию каждый раз, можно использовать метод add\_all(). Метод add\_all() принимает список объектов, которые нужно добавить в сессию.

>>>

>>> db.session.add\_all([c1, c1])

>>>

Если попытаться добавить объект в сессию несколько раз, ошибок не возникнет. В любой момент можно посмотреть все объекты сессии с помощью db.session.new.

>>>

>>> db.session.new

IdentitySet([<None:Python>, <None:java>])

>>>

Наконец, для сохранения объектов в базе данных нужно вызвать метод commit():

>>>

>>> db.session.commit()

>>>

Если обратиться к атрибуту id объекта Category сейчас, то он вернет первичный ключ, а не None.

>>>

>>> print(c1.id)

1

>>>

>>> print(c2.id)

2

>>>

На этом этапе таблица categories в HeidiSQL должна выглядеть примерно так:

![ таблица categories в HeidiSQL](data:image/png;base64,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)

Новые категории пока не связаны с постами. Поэтому c1.posts и c2.posts вернут пустой список.

>>>

>>> c1.posts

[]

>>>

>>> c2.posts

[]

>>>

Стоит попробовать создать несколько постов.

>>>

>>> p1 = Post(title='Post 1', slug='post-1', content='Post 1', category=c1)

>>> p2 = Post(title='Post 2', slug='post-2', content='Post 2', category=c1)

>>> p3 = Post(title='Post 3', slug='post-3', content='Post 3', category=c2)

>>>

Вместо того чтобы передавать категорию при создании объекта Post, можно выполнить следующую команду:

>>>

>>> p1.category = c1

>>>

Дальше нужно добавить объекты в сессию и сделать коммит.

>>>

>>> db.session.add\_all([p1, p2, p3])

>>> db.session.commit()

>>>

Если сейчас попробовать получить доступ к атрибуту posts объекта Category, то он вернет не-пустой список:

>>>

>>> c1.posts

[<1:Post 1>, <2:Post 2>]

>>>

>>> c2.posts

[<3:Post 3>]

>>>

С другой стороны отношения, можно получить доступ к объекту Category, к которому относится пост, с помощью атрибута category у объекта Post.

>>>

>>> p1.category

<1:Python>

>>>

>>> p2.category

<1:Python>

>>>

>>> p3.category

<2:Java>

>>>

Стоит напомнить, что все это возможно благодаря инструкции relationship() в модели Category. Сейчас в базе данных есть три поста, но ни один из них не связан с тегами.

>>>

>>> p1.tags, p2.tags, p3.tags

([], [], [])

>>>

Пришло время создать теги. Это можно сделать в оболочке следующим образом:

>>>

>>> t1 = Tag(name="refactoring", slug="refactoring")

>>> t2 = Tag(name="snippet", slug="snippet")

>>> t3 = Tag(name="analytics", slug="analytics")

>>>

>>> db.session.add\_all([t1, t2, t3])

>>> db.session.commit()

>>>

Этот код создает три объекта тегов и делает их коммит в базу данных. Посты все еще не привязаны к тегам. Вот как можно связать объект Post с объектом Tag.

>>>

>>> p1.tags.append(t1)

>>> p1.tags.extend([t2, t3])

>>> p2.tags.append(t2)

>>> p3.tags.append(t3)

>>>

>>> db.session.add\_all([p1, p2, p3])

>>>

>>> db.session.commit()

>>>

Этот коммит добавляет следующие пять записей в таблицу post\_tags.

![пять записей в таблице post_tags](data:image/png;base64,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)

Посты теперь связаны с одним или большим количеством тегов:

>>>

>>> p1.tags

[<1:refactoring>, <2:snippet>, <3:analytics>]

>>>

>>> p2.tags

[<2:snippet>]

>>>

>>> p3.tags

[<3:analytics>]

>>>

С другой стороны можно получить доступ к постам, которые относятся к конкретному тегу:

>>>

>>> t1.posts

[<1:Post 1>]

>>>

>>> t2.posts

[<1:Post 1>, <2:Post 2>]

>>>

>>> t3.posts

[<1:Post 1>, <3:Post 3>]

>>>

>>>

Важно отметить, что вместо изначального коммита объектов Tag и последующей их связи с объектами Post, все это можно сделать и таким способом:

>>>

>>> t1 = Tag(name="refactoring", slug="refactoring")

>>> t2 = Tag(name="snippet", slug="snippet")

>>> t3 = Tag(name="analytics", slug="analytics")

>>>

>>> p1.tags.append(t1)

>>> p1.tags.extend([t2, t3])

>>> p2.tags.append(t2)

>>> p3.tags.append(t3)

>>>

>>> db.session.add(p1)

>>> db.session.add(p2)

>>> db.session.add(p3)

>>>

>>> db.session.commit()

>>>

Важно обратить внимание, что на строках 11-13 в сессию добавляются только объекты Post. Объекты Tag и Post связаны отношением многие-ко-многим. В результате, добавление объекта Post в сессию влечет за собой добавление связанных с ним объектов Tag. Но даже если сейчас вручную добавить объекты Tag в сессию, ошибки не будет.

## Обновление данных

Для обновления объекта нужно всего лишь передать его атрибуту новое значение, добавить объект в сессию и сделать коммит.

>>>

>>> p1.content # начальное значение

'Post 1'

>>>

>>> p1.content = "This is content for post 1" # задаем новое значение

>>> db.session.add(p1)

>>>

>>> db.session.commit()

>>>

>>> p1.content # обновленное значение

'This is content for post 1'

>>>

## Удаление данных

Для удаления объекта нужно использовать метод delete() объекта сессии. Он принимает объект и отмечает, что тот подлежит удалению при следующем коммите.

Создадим новый временный тег seo и свяжем его с постами p1 и p2:

>>>

>>> tmp = Tag(name='seo', slug='seo') # создание временного объекта Tag

>>>

>>> p1.tags.append(tmp)

>>> p2.tags.append(tmp)

>>>

>>> db.session.add\_all([p1, p2])

>>> db.session.commit()

>>>

Этот коммит добавляет всего 3 строки: одну в таблицу table и еще две — в таблицу post\_tags. В базе данных эти три строки выглядят следующим образом:  
![временный тег seo](data:image/png;base64,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)

![временный тег seo](data:image/png;base64,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)

Теперь нужно удалить тег seo:

>>>

>>> db.session.delete(tmp)

>>> db.session.commit()

>>>

Этот коммит удаляет все три строки, добавленные в предыдущем шаге. Тем не менее он не удаляет пост, с которым тег был связан.

По умолчанию при удалении объекта в родительской таблице (например, categories) значение внешнего ключа объекта, который с ним связан в дочерней таблице (например, posts) становится NULL. Следующий код демонстрирует это поведение на примере создания нового объекта категории и объекта поста, который с ней связан, и дальнейшим удалением объекта категории:

>>>

>>> c4 = Category(name='css', slug='css')

>>> p4 = Post(title='Post 4', slug='post-4', content='Post 4', category=c4)

>>>

>>> db.session.add(c4)

>>>

>>> db.session.new

IdentitySet([<None:css>, <None:Post 4>])

>>>

>>> db.session.commit()

>>>

Этот коммит добавляет две строки. Одну в таблицу categories, и еще одну — в таблицу posts.
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Теперь нужно посмотреть, что происходит при удалении объекта Category.

>>>

>>> db.session.delete(c4)

>>> db.session.commit()

>>>

Этот коммит удаляет категорию css из таблицы categories и устанавливает значение внешнего ключа (category\_id) для поста, который с ней связан, на NULL.
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В некоторых случаях может возникнуть необходимость удалить все дочерние записи при том, что родительские записи уже удалены. Это можно сделать, передав cascade=’all,delete-orphan’ инструкции db.relationship(). Откроем main2.py, чтобы изменить инструкцию db.relationship() в модели Catagory:

#...

class Category(db.Model):

#...

posts = db.relationship('Post', backref='category', cascade='all,delete-orphan')

#...

С этого момента удаление категории повлечет за собой удаление постов, которые с ней связаны. Чтобы это начало работать, нужно перезапустить оболочку. Далее импортируем нужные объекты и создаем категорию вместе с постом:

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import db, Post, Tag, Category

>>>

>>> c5 = Category(name='css', slug='css')

>>> p5 = Post(title='Post 5', slug='post-5', content='Post 5', category=c5)

>>>

>>> db.session.add(c5)

>>> db.session.commit()

>>>

Вот как база данных выглядит после этого коммита.
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Удалим категорию.

>>>

>>> db.session.delete(c5)

>>> db.session.commit()

>>>

После этого коммита база данных выглядит вот так:
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![удаление связанных объектов](data:image/png;base64,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)

## Запрос данных

Чтобы выполнить запрос к базе данных, используется метод query() объекта session. Метод query() возвращает объект flask\_sqlalchemy.BaseQuery, который является расширением оригинального объекта sqlalchemy.orm.query.Query. Объект flask\_sqlalchemy.BaseQuery представляет собой оператор SELECT, который будет использоваться для осуществления запросов к базе данных. В этой таблице перечислены основные [**методы класса**](https://pythonru.com/primery/primery-raboty-s-klassami-v-python) flask\_sqlalchemy.BaseQuery.

| **Метод** | **Описание** |
| --- | --- |
| all() | Возвращает результат запроса (представленный flask\_sqlalchemy.BaseQuery) в виде списка. |
| count() | Возвращает количество записей в запросе. |
| first() | Возвращает первый результат запроса или None, если в нем нет строк. |
| first\_or\_404() | Возвращает первый результат запроса или ошибку 404, если в нем нет строк. |
| get(pk) | Возвращает объект, который соответствует данному первичному ключу или None, если объект не найден. |
| get\_or\_404(pk) | Возвращает объект, который соответствует данному первичному ключу или ошибку 404, если объект не найден. |
| filter(\*criterion) | Возвращает новый экземпляр flask\_sqlalchemy.BaseQuery с оператором WHERE. |
| limit(limit) | Возвращает новый экземпляр flask\_sqlalchemy.BaseQuery с оператором LIMIT. |
| offset(offset) | Возвращает новый экземпляр flask\_sqlalchemy.BaseQuery с оператором OFFSET. |
| order\_by(\*criterion) | Возвращает новый экземпляр flask\_sqlalchemy.BaseQuery с оператором OFFSET. |
| join() | Возвращает новый экземпляр flask\_sqlalchemy.BaseQuery после создания SQL JOIN. |

### Метод all()

В своей простейшей форме метод query() принимает в качестве аргументов один или больше классов модели или колонки. Следующий код вернет все записи из таблицы posts.

>>>

>>> db.session.query(Post).all()

[<1:Post 1>, <2:Post 2>, <3:Post 3>, <4:Post 4>]

>>>

Похожим образом следующий код вернет все записи из таблиц categories и tags.

>>>

>>> db.session.query(Category).all()

[<1:Python>, <2:Java>]

>>>

>>>

>>> db.session.query(Tag).all()

[<1:refactoring>, <2:snippet>, <3:analytics>]

>>>

Чтобы получить чистый SQL, использованный для запроса к базе данных, нужно просто вывести объект flask\_sqlalchemy.BaseQuery:

>>>

>>> print(db.session.query(Post))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

>>>

В предыдущих примерах данные возвращались со всех колонок таблицы. Это можно поменять, передав методу query() названия колонок:

>>>

>>> db.session.query(Post.id, Post.title).all()

[(1, 'Post 1'), (2, 'Post 2'), (3, 'Post 3'), (4, 'Post 4')]

>>>

### Метод count()

Метод count() возвращает количество результатов в запросе.

>>>

>>> db.session.query(Post).count() # получить общее количество записей в таблице Post

4

>>> db.session.query(Category).count() # получить общее количество записей в таблице Category

2

>>> db.session.query(Tag).count() # получить общее количество записей в таблице Tag

3

>>>

### Метод first()

Метод first() вернет только первый запрос из запроса или None, если в запросе нет результатов.

>>>

>>> db.session.query(Post).first()

<1:Post 1>

>>>

>>> db.session.query(Category).first()

<1:Python>

>>>

>>> db.session.query(Tag).first()

<1:refactoring>

>>>

### Метод get()

Метод get() вернет экземпляр объекта с соответствующим первичным ключом или None, если такой объект не был найден.

>>>

>>> db.session.query(Post).get(2)

<2:Post 2>

>>>

>>> db.session.query(Category).get(1)

<1:Python>

>>>

>>> print(db.session.query(Category).get(10)) # ничего не найдено по первичному ключу 10

None

>>>

### Метод get\_or\_404()

То же самое, что и метод get(), но вместо None вернет ошибку 404, если объект не найден.

>>>

>>> db.session.query(Post).get\_or\_404(1)

<1:Post 1>

>>>

>>>

>>> db.session.query(Post).get\_or\_404(100)

Traceback (most recent call last):

...

werkzeug.exceptions.NotFound: 404 Not Found: The requested URL was not found on the server. If you entered the URL manually please check your spelling and try again.

>>>

### Метод filter()

Метод filter() позволяет отсортировать результатов с помощью оператора WHERE, примененного к запросу. Он принимает колонку, оператор или значение. Например:

>>>

>>> db.session.query(Post).filter(Post.title == 'Post 1').all()

[<1:Post 1>]

>>>

Запрос вернет все посты с заголовком "Post 1". SQL-эквивалент запроса следующий:

>>>

>>> print(db.session.query(Post).filter(Post.title == 'Post 1'))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

WHERE

posts.title = % (title\_1) s

>>>

>>>

Строка % (title\_1) s в условии WHERE — это заполнитель. На ее месте будет реальное значение при выполнении запроса.

Методу filter() можно передать несколько значений и они будут объединены оператором AND в SQL. Например:

>>>

>>> db.session.query(Post).filter(Post.id >= 1, Post.id <= 2).all()

[<1:Post 1>, <2:Post 2>]

>>>

>>>

Этот запрос вернет все посты, первичный ключ которых больше 1, но меньше 2. SQL-эквивалент:

>>>

>>> print(db.session.query(Post).filter(Post.id >= 1, Post.id <= 2))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

WHERE

posts.id >= % (id\_1) s

AND posts.id <= % (id\_2) s

>>>

### Метод first\_or\_404()

Делает то же самое, что и метод first(), но вместо None возвращает ошибку 404, если запрос без результата.

>>>

>>> db.session.query(Post).filter(Post.id > 1).first\_or\_404()

<2:Post 2>

>>>

>>> db.session.query(Post).filter(Post.id > 10).first\_or\_404().all()

Traceback (most recent call last):

...

werkzeug.exceptions.NotFound: 404 Not Found: The requested URL was not found on the server. If you entered the URL manually please check your spelling and try again.

>>>

### Метод limit()

Метод limit() добавляет оператор LIMIT к запросу. Он принимает количество строк, которые нужно вернуть с запросом.

>>>

>>> db.session.query(Post).limit(2).all()

[<1:Post 1>, <2:Post 2>]

>>>

>>> db.session.query(Post).filter(Post.id >= 2).limit(1).all()

[<2:Post 2>]

>>>

SQL-эквивалент:

>>>

>>> print(db.session.query(Post).limit(2))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

LIMIT % (param\_1) s

>>>

>>>

>>> print(db.session.query(Post).filter(Post.id >= 2).limit(1))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

WHERE

posts.id >= % (id\_1) s

LIMIT % (param\_1) s

>>>

>>>

### Метод offset()

Метод offset() добавляет условие OFFSET в запрос. В качестве аргумента он принимает смещение. Часто используется вместе с limit().

>>>

>>> db.session.query(Post).filter(Post.id > 1).limit(3).offset(1).all()

[<3:Post 3>, <4:Post 4>]

>>>

SQL-эквивалент:

>>>

>>> print(db.session.query(Post).filter(Post.id > 1).limit(3).offset(1))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

WHERE

posts.id > % (id\_1) s

LIMIT % (param\_1) s, % (param\_2) s

>>>

Строки % (param\_1) s и % (param\_2) — заполнители для смещения и ограничения вывода, соответственно.

### Метод order\_by()

Метод order\_by() используется, чтобы упорядочить результат, добавив к запросу оператор ORDER BY. Он принимает количество колонок, для которых нужно установить порядок. По умолчанию сортирует в порядке возрастания.

>>>

>>> db.session.query(Tag).all()

[<1:refactoring>, <2:snippet>, <3:analytics>]

>>>

>>> db.session.query(Tag).order\_by(Tag.name).all()

[<3:analytics>, <1:refactoring>, <2:snippet>]

>>>

Для сортировки по убыванию нужно использовать функцию db.desc():

>>>

>>> db.session.query(Tag).order\_by(db.desc(Tag.name)).all()

[<2:snippet>, <1:refactoring>, <3:analytics>]

>>>

### Метод join()

Метод join() используется для создания JOIN в SQL. Он принимает имя таблицы, для которой нужно создать JOIN.

>>>

>>> db.session.query(Post).join(Category).all()

[<1:Post 1>, <2:Post 2>, <3:Post 3>]

>>>

SQL-эквивалент:

>>>

>>> print(db.session.query(Post).join(Category))

SELECT

posts.id AS posts\_id,

posts.title AS posts\_title,

posts.slug AS posts\_slug,

posts.content AS posts\_content,

posts.created\_on AS posts\_created\_on,

posts.u pdated\_on AS posts\_updated\_on,

posts.category\_id AS posts\_category\_id

FROM

posts

Метод join() широко используется, чтобы получить данные из одной или большего количества таблиц одним запросом. Например:

>>>

>>> db.session.query(Post.title, Category.name).join(Category).all()

[('Post 1', 'Python'), ('Post 2', 'Python'), ('Post 3', 'Java')]

>>>

Можно создать JOIN для большее чем двух таблиц с помощью цепочки методов join():

db.session.query(Table1).join(Table2).join(Table3).join(Table4).all()

Закончить урок можно завершением контактной формы.

Стоит напомнить, что в уроке «[**Работа с формами во Flask**](https://pythonru.com/uroki/11-rabota-s-formami-vo-flask)» была создана контактная форма для получения обратной связи от пользователей. Пока что функция представления contact() не сохраняет отправленные данные. Она только выводит их в консоли. Для сохранения полученной информации сначала нужно создать новую таблицу. Откроем main2.py, чтобы добавить модель Feedback следом за моделью Tag:

#...

class Feedback(db.Model):

\_\_tablename\_\_ = 'feedbacks'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(1000), nullable=False)

email = db.Column(db.String(100), nullable=False)

message = db.Column(db.Text(), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.name)

#...

Дальше нужно перезапустить оболочку Python и вызвать метод create\_all() объекта db для создания таблицы feedbacks:

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import db

>>>

>>> db.create\_all()

>>>

Также нужно изменить функция представления contact():

#...

@app.route('/contact/', methods=['get', 'post'])

def contact():

form = ContactForm()

if form.validate\_on\_submit():

name = form.name.data

email = form.email.data

message = form.message.data

print(name)

print(Post)

print(email)

print(message)

# здесь логика базы данных

feedback = Feedback(name=name, email=email, message=message)

db.session.add(feedback)

db.session.commit()

print("\nData received. Now redirecting ...")

flash("Message Received", "success")

return redirect(url\_for('contact'))

return render\_template('contact.html', form=form)

#...

Запустим сервер и зайдем на https://127.0.0.1:5000/contact/, чтобы заполнить и отправить форму.

![отправка формы во Flask с сохранением в базу данных](data:image/png;base64,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)

Отправленная запись в HeidiSQL будет выглядеть следующим образом:  
![запись сообщения в базе данных ](data:image/png;base64,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)

# #16 Миграции базы данных с помощью Alembic

Alembic — это инструмент для миграции базы данных, используемый в [**SQLAlchemy**](https://pythonru.com/uroki/15-osnovy-orm-sqlalchemy). Миграция базы данных — это что-то похожее на систему контроля версий для баз данных. Стоит напомнить, что метод create\_all() в SQLAlchemy лишь создает недостающие таблицы из моделей. Когда таблица уже создана, он не меняет ее схему, основываясь на изменениях в модели.

При разработке приложения распространена практика изменения схемы таблицы. Здесь и приходит на помощью Alembic. Он, как и другие подобные инструменты, позволяет менять схему базы данных при развитии приложения. Он также следит за изменениями самой базы, так что можно двигаться туда и обратно. Если не использовать Alembic, то за всеми изменениями придется следить вручную и менять схему с помощью Alter.

Flask-Migrate — это расширение, которое интегрирует Alembic в приложение Flask. Установить его можно с помощью следующей команды.

(env) gvido@vm:~/flask\_app$ pip install flask-migrate

Для интеграции Flask-Migrate с приложением нужно импортировать классы Migrate и MigrateCommand из пакета flask\_package, а также создать экземпляр класса Migrate, передав экземпляр приложения (app) и объект SQLAlchemy (db):

#...

from flask\_migrate import Migrate, MigrateCommand

app = Flask(\_\_name\_\_)

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'mysql+pymysql://root:pass@localhost/flask\_app\_db'

manager = Manager(app)

db = SQLAlchemy(app)

migrate = Migrate(app, db)

manager.add\_command('db', MigrateCommand)

#...

Класс MigrateCommand определяет некоторые команды миграции [**базы данных**](https://pythonru.com/uroki/14-sozdanie-baz-dannyh-vo-flask), доступные во Flask-Script. На 12 строке эти команды выводятся с помощью аргумента командной строки db. Чтобы посмотреть созданные команды, нужно вернуться обратно в терминал и ввести следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py

positional arguments:

{db,faker,foo,shell,runserver}

db Perform database migrations

faker A command to add fake data to the tables

foo Just a simple command

shell Runs a Python shell inside Flask application context.

runserver Runs the Flask development server i.e. app.run()

optional arguments:

-?, --help show this help message and exit

(env) gvido@vm:~/flask\_app$

Так, можно видеть, что новая команда db используется для миграций базы данных. Чтобы посмотреть полный список подкоманд для dv, нужно ввести следующее:

(env) gvido@vm:~/flask\_app$ python main2.py db -?

Perform database migrations

positional arguments:

{init,revision,migrate,edit,merge,upgrade,downgrade,show,history,heads,branche

s,current,stamp}

init Creates a new migration repository

revision Create a new revision file.

migrate Alias for 'revision --autogenerate'

edit Edit current revision.

merge Merge two revisions together. Creates a new migration

file

upgrade Upgrade to a later version

downgrade Revert to a previous version

show Show the revision denoted by the given symbol.

history List changeset scripts in chronological order.

heads Show current available heads in the script directory

branches Show current branch points

current Display the current revision for each database.

stamp 'stamp' the revision table with the given revision;

don't run any migrations

optional arguments:

-?, --help show this help message and exit

Это реальные команды, которые будут использоваться для миграций базы данных.

Перед тем как Alembic начнет отслеживать изменения, нужно установить репозиторий миграции. Репозиторий миграции — это всего лишь папка, которая содержит настройки Alembic и скрипты миграции. Для создания репозитория нужно исполнить команду init:

(env) gvido@vm:~/flask\_app$ python main2.py db init

Creating directory /home/gvido/flask\_app/migrations ... done

Creating directory /home/gvido/flask\_app/migrations/versions ... done

Generating /home/gvido/flask\_app/migrations/README ... done

Generating /home/gvido/flask\_app/migrations/env.py ... done

Generating /home/gvido/flask\_app/migrations/alembic.ini ... done

Generating /home/gvido/flask\_app/migrations/script.py.mako ... done

Please edit configuration/connection/logging settings in

'/home/gvido/flask\_app/migrations/alembic.ini' before proceeding.

(env) gvido@vm:~/flask\_app$

Эта команда создаст папку “migrations” внутри папки flask\_app. Структура папки migrations следующая:

migrations

├── alembic.ini

├── env.py

├── README

├── script.py.mako

└── versions

Краткое описание каждой папки и файла:

* alembic.ini — файл с настройки Alembic.
* env.py — файл Python, который запускается каждый раз, когда вызывается Alembic. Он соединяется с базой данных, запускает транзакцию и вызывает движок миграции.
* README — файл README.
* script.py.mako — файл шаблона Mako, который будет использоваться для создания скриптов миграции.
* version — папка для хранения скриптов миграции.

## Создание скрипта миграции

Alembic хранит миграции базы данных в скриптах миграции, которые представляют собой обычные [**файлы Python**](https://pythonru.com/osnovy/fajly-v-python-vvod-vyvod). Скрипт миграции определяет две функции: upgrade() и downgrade(). Задача upgrade() — применить изменения к базе данных, а downgrade() — откатить их обратно. Когда миграция применяется, вызывается функция upgrade(). При возврате обратно — downgrade().

Alembic предлагает два варианта создания миграций:

1. Вручную с помощью команды revision.
2. Автоматически с помощью команды migrate.

## Ручная миграция

Ручная или пустая миграция создает скрипт миграции с пустыми функциями upgrade() и downgrade(). Задача — заполнить их с помощью инструкций Alembic, которые и будет применять изменения к базе данных. Ручная миграция используется тогда, когда нужен полный контроль над процессом миграции. Для создания пустой миграции нужно ввести следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py db revision -m "Initial migration"

Эта команда создаст новый скрипт миграции в папке migrations/version. Название файла должно быть в формате someid\_initial\_migration.py. Файл должен выглядеть вот так:

"""Initial migration

Revision ID: 945fc7313080

Revises:

Create Date: 2019-06-03 14:39:27.854291

"""

from alembic import op

import sqlalchemy as sa

# идентификаторы изменений, используемые Alembic.

revision = '945fc7313080'

down\_revision = None

branch\_labels = None

depends\_on = None

def upgrade():

pass

def downgrade():

pass

Он начинается с закомментированной части, которая содержит сообщение, заданное с помощью метки -m, ID изменения и времени, когда файл был создан. Следующая важная часть — идентификаторы изменения. Каждый скрипт миграции получает уникальный ID изменения, который хранится в переменной revision. На следующей строке есть переменная down\_revision со значением None. Alembic использует переменную down\_revision, чтобы определить, какую миграцию запускать и в каком порядке. Переменная down\_revision указывает на идентификатор изменения родительской миграции. В этом случае его значение — None, потому что это только первый скрипт миграции. В конце файла есть пустые функции upgrade() и downgrade().

Теперь нужно отредактировать файл миграции, чтобы добавить операции создания и удаления таблицы для функций upgrade() и downgrade(), соответственно.

В функции upgrade() используется инструкция create\_table() Alembic. Инструкция create\_table() использует оператор CREATE TABLE.

В функции downgrade() инструкция drop\_table() задействует оператор DROP TABLE.

При первом запуске миграции будет создана таблица users, а при откате — эта же миграция удалит таблицу users.

Теперь можно выполнить первую миграцию. Для этого нужно ввести следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py db upgrade

]  
Эта команда исполнит функцию upgrade() скрипта миграции. Команда db upgrade вернет базу данных к последней миграции. Стоит заметить, что db upgrade не только запускает последнюю миграции, но все, которые еще не были запущены. Это значит, что если миграций было создано несколько, то db upgrade запустит их все вместе в порядке создания.

Вместо запуска последней миграции можно также передать идентификатор изменения нужной миграции. В таком случае db upgrade остановится после запуска конкретной миграции и не будет выполнять последующие.

(env) gvido@vm:~/flask\_app$ python main2.py db upgrade 945fc7313080

Поскольку миграция запускается первый раз, Alembic также создаст таблицу alembic\_version. Она состоит из одной колонки version\_num, которая хранит идентификатор изменения последней запущенной миграции. Именно так Alembic знает текущее состояние миграции, и откуда ее нужно исполнять. Сейчас таблица alembic\_version выглядит вот так:

![таблица ](data:image/png;base64,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)

Определить последнюю примененную миграцию можно с помощью команды db current. Она вернет идентификатор изменения последней миграции. Если таковой не было, то ничего не вернется.

(env) gvido@vm:~/flask\_app$ python main2.py db current

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

945fc7313080 (head)

(env) gvido@vm:~/flask\_app$

Вывод показывает, что текущая миграция — 945fc7313080. Также нужно обратить внимание на строку (head) после идентификатора изменения, которая указывает на то, что 945fc7313080 — последняя миграция.

Создадим еще одну пустую миграцию с помощью команды db revision:

(env) gvido@vm:~/flask\_app$ python main2.py db revision -m "Second migration"

Дальше нужно снова запустить команду db current. В этот раз идентификатор изменения будет отображаться без строки (head), потому что миграция 945fc7313080 — не последняя.

(env) gvido@vm:~/flask\_app$ python main2.py db current

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

945fc7313080

(env) gvido@vm:~/flask\_app$

Чтобы посмотреть полный список миграций (запущенных и нет), нужно использовать команду db history. Она вернет список миграций в обратном хронологическом порядке (последняя миграция будет отображаться первой).

(env) gvido@vm:~/flask\_app$ python main2.py db history

945fc7313080 -> b0c1f3d3617c (head), Second migration

<base> -> 945fc7313080, Initial migration

(env) gvido@vm:~/flask\_app$

Вывод показывает, что 945fc7313080 — первая миграция, а следом за ней идет b0c1f3d3617 — последняя миграция. Как и обычно, (head) указывает на последнюю миграцию.

Таблица users был создана исключительно в целях тестирования. Вернуть базу данных к исходному состоянию, которое было до исполнения команды db upgrade, можно с помощью отката миграции. Чтобы откатиться к последней миграции, используется команда db downgrade.

(env) gvido@vm:~/flask\_app$ python main2.py db downgrade

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

INFO [alembic.runtime.migration] Running downgrade 945fc7313080 -> , Initial mi

gration

(env) gvido@vm:~/flask\_app$

Она выполнит метод downgrade() миграции 945fc7313080, которая удалит таблицу users из базы данных. Как и в случае с командой db upgrade, можно передать идентификатор изменения миграции, к которому нужно откатиться. Например, чтобы откатиться к миграции 645fc5113912, нужно использовать следующую команду.

(env) gvido@vm:~/flask\_app$ python main2.py db downgrade 645fc5113912

Чтобы вернуть все принятые миграции, нужно использовать следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py db downgrade base

Сейчас к базе данных не применено ни единой миграции. Убедиться в этом можно, запустив команду db current:

(env) gvido@vm:~/flask\_app$ python main2.py db current

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

(env) gvido@vm:~/flask\_app$

Как видно, вывод не возвращает идентификатор изменения. Стоит обратить внимание, что откат миграции лишь отменяет изменения базы данных, но не удаляет сам скрипт миграции. В результате команда db history покажет два скрипта миграции.

(env) gvido@vm:~/flask\_app$ python main2.py db history

945fc7313080 -> b0c1f3d3617c (head), Second migration

<base> -> 945fc7313080, Initial migration

(env) gvido@vm:~/flask\_app$

Что будет, если сейчас запустить команду db upgrade?

Команда db upgrade в первую очередь запустит миграцию 945fc7313080, а следом за ней — b0c1f3d3617.

База данных снова в изначальном состоянии, а поскольку изменения в скриптах миграции не требуются, их можно удалить.

## Автоматическая миграция

**Примечание:** перед тем как двигаться дальше, нужно убедиться, что миграции из прошлого раздела удалены.

Автоматическая миграция создает код для функций upgrade() и downgrade() после сравнения моделей с текущей версией базы данных. Для создания автоматической миграции используется команда migrate, которая по сути повторяет то, что делает revision --autogenerate. В терминале нужно ввести команду migrate:

Важно обратить внимание, что на последней строчке вывода написано ”No changes in schema detected.”. Это значит, что модели синхронизированы с базой данных.

Откроем main2.py, чтобы добавить модель Employee после модели Feedback:

#...

class Employee(db.Model):

\_\_tablename\_\_ = 'employees'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

designation = db.Column(db.String(255), nullable=False)

doj = db.Column(db.Date(), nullable=False)

#...

Дальше нужно снова запустить команду db migrate. В этот раз Alembic определит, что была добавлена новая таблица employees и создаст скрипт миграции с функциями для последующего создания и удаления таблицы employees.

(env) gvido@vm:~/flask\_app$ python main2.py db migrate -m "Adding employees table"

Скрипт миграции, созданный с помощью предыдущей команды, должен выглядеть вот так:

"""Adding employees table

Revision ID: 6e059688f04e

Revises:

Create Date: 2019-06-03 16:01:28.030320

"""

from alembic import op

import sqlalchemy as sa

# идентификаторы изменений, используемые Alembic.

revision = '6e059688f04e'

down\_revision = None

branch\_labels = None

depends\_on = None

def upgrade():

# ### автоматически генерируемые команды Alembic - пожалуйста, настройте! ###

op.create\_table('employees',

sa.Column('id', sa.Integer(), nullable=False),

sa.Column('name', sa.String(length=255), nullable=False),

sa.Column('designation', sa.String(length=255), nullable=False),

sa.Column('doj', sa.Date(), nullable=False),

sa.PrimaryKeyConstraint('id')

)

# ### конец команд Alembic ###

def downgrade():

# ### автоматически генерируемые команды Alembic - пожалуйста, настройте! ###

op.drop\_table('employees')

# ### конец команд Alembic ###

Ничего нового здесь нет. Функция upgrade() использует инструкцию create\_table для создания таблицы, а функция downgrade() — инструкцию drop\_table для ее удаления.

Запустим миграцию с помощью команды db upgrade:

(env) gvido@vm:~/flask\_app$ python main2.py db upgrade

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

INFO [alembic.runtime.migration] Running upgrade -> 6e059688f04e, Adding emplo

yees table

(env) gvido@vm:~/flask\_app$

Это добавит таблицу employees в базу данных.

## Ограничения автоматической миграции

Автоматическая миграция не идеальна. Она не определяет все возможные изменения.

Операции, которые Alembic умеет выявлять:

* Добавление и удаление таблиц
* Добавление и удаление колонок
* Изменения во внешних ключах
* Изменения в типах колонок
* Изменения в индексах и использованных уникальных ограничениях

Изменения, которые Alembic не определяет:

* Имени таблицы
* Имени колонки
* Ограничения с отдельно указанными именами

Для создания скриптов миграции для операций, которые Alembic не умеет выявлять, нужно создать пустой скрипт миграции и заполнить функции upgrade() и downgrade() соответствующим образом.

# #17 Отправка email во Flask

Веб-приложения отправляют электронные письма постоянно, и в этом уроке речь пойдет о том, как добавить инструмент для отправки email в приложение Flask.

В стандартной библиотеке Python есть модуль smtplib, который можно использовать для отправки сообщений. Хотя сам модуль smtplib не является сложным, он все равно требует кое-какой работы. Для облегчения процесса работы с ним было создано расширение Flask-Mail. Flask-Mail построен на основе модуля Python smtplib и предоставляет простой интерфейс для отправки электронных писем. Он также предоставляет возможности по массовой рассылке и прикрепленным к сообщениям файлам. Установить Flask-Mail можно с помощью следующей команды:

(env) gvido@vm:~/flask\_app$ pip install flask-mail

Чтобы запустить расширение, нужно импортировать класс Mail из пакета flask\_mail и создать экземпляр класса Mail:

#...

from flask\_mail import Mail, Message

app = Flask(\_\_name\_\_)

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'mysql+pymysql://root:pass@localhost/flask\_app\_db'

manager = Manager(app)

manager.add\_command('db', MigrateCommand)

db = SQLAlchemy(app)

migrate = Migrate(app, db)

mail = Mail(app)

#...

Дальше нужно указать некоторые параметры настройки, чтобы Flask-Mail знал, к какому SMTP-серверу подключаться. Для этого в файл main2.py нужно добавить следующий код:

#...

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'mysql+pymysql://root:pass@localhost/flask\_app\_db'

app.config['MAIL\_SERVER'] = 'smtp.googlemail.com'

app.config['MAIL\_PORT'] = 587

app.config['MAIL\_USE\_TLS'] = True

app.config['MAIL\_USERNAME'] = 'test@gmail.com' # введите свой адрес электронной почты здесь

app.config['MAIL\_DEFAULT\_SENDER'] = 'test@gmail.com' # и здесь

app.config['MAIL\_PASSWORD'] = 'password' # введите пароль

manager = Manager(app)

manager.add\_command('db', MigrateCommand)

db = SQLAlchemy(app)

mail = Mail(app)

#...

В данном случае используется SMTP-сервер Google. Стоит отметить, что Gmail позволяет отправлять только 100-150 сообщений в день. Если этого недостаточно, то стоит обратить внимание на альтернативы: SendGrid или MailChimp.

Вместо того чтобы напрямую указывать email и пароль в приложении, как это было сделано ранее, лучше хранить их в переменных среды. В таком случае, если почта или пароль поменяются, не будет необходимости обновлять код. О том, как это сделать, будет рассказано в следующих уроках.

## Основы Flask-Mail

Для составления электронного письма, нужно создать экземпляр класса Message:

msg = Message("Subject", sender="sender@example.com", recipients=['recipient\_1@example.com'])

Если при настройке параметров конфигурации MAIL\_DEFAULT\_SENDER был указан, то при создании экземпляра Message передавать значение sender не обязательно.

msg = Message("Subject", recipients=['recipient@example.com'])

Для указания тела письма необходимо использовать атрибут body экземпляра Message:

msg.body = "Mail body"

Если оно состоит из HTML, передавать его следует атрибуту html.

msg.html = "<p>Mail body</p>"

Наконец, отправить сообщение можно, передав экземпляр Message метод send() экземпляра Mail:

mail.send(msg)

Пришло время проверить настройки, отправив email с помощью командной строки.

## Отправка тестового сообщения

Откроем терминал, чтобы ввести следующие команды:

(env) overiq@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import mail, Message

>>> # введите свою почту

>>> msg = Message("Subject", recipients=["you@mail.com"])

>>> msg.html = "<h2>Email Heading</h2>\n<p>Email Body</p>"

>>>

>>> mail.send(msg)

>>>

Если операция прошла успешно, то на почту должно прийти следующее сообщение с темой “Subject”:

Email Heading

Email Body

Стоит заметить, что отправка через SMTP-сервер Gmail не сработает, если не отключить двухфакторную аутентификацию и не разрешить небезопасным приложениям получать доступ к аккаунту.

## Интеграция email в приложение

Сейчас когда пользователь отправляет обратную связь, она сохраняется в базу данных, сам пользователь получает уведомление о том, что его сообщение было отправлено, и на этом все. Но в идеале приложение должно уведомлять администраторов о полученной обратной связи. Это можно сделать. Откроем main2.py, чтобы изменить функцию представления contact() так, чтобы она отправляла сообщения:

#...

@app.route('/contact/', methods=['get', 'post'])

def contact():

#...

db.session.commit()

msg = Message("Feedback", recipients=[app.config['MAIL\_USERNAME']])

msg.body = "You have received a new feedback from {} <{}>.".format(name, email)

mail.send(msg)

print("\nData received. Now redirecting ...")

#...

Дальше нужно запустить сервер и зайти на https://localhost:5000/contact/. Заполним и отправим [**форму**](https://pythonru.com/uroki/11-rabota-s-formami-vo-flask). Если все прошло успешно, должен прийти email.

Можно было обратить внимание на задержку между отправкой обратной связи и появлением уведомления о том, что она была отправлена успешно. Проблема в том, что метод mail.send() блокирует исполнение функции представления на несколько секунд. В результате, код с перенаправлением страницы не будет исполнен до тех пор, пока не вернется метод mail.send(). Решить это можно с помощью потоков (threads).

Также прямо сейчас можно слегка изменить код отправки сообщений. На данный момент если email потребуется отправить в любом другом месте кода, нужно будет копировать и вставлять те самые строки. Но можно сохранить несколько строк, заключив логику отправки сообщений в функцию.

Откроем main2.py, чтобы добавить следующий код перед index:

#...

from threading import Thread

#...

def shell\_context():

import os, sys

return dict(app=app, os=os, sys=sys)

manager.add\_command("shell", Shell(make\_context=shell\_context))

def async\_send\_mail(app, msg):

with app.app\_context():

mail.send(msg)

def send\_mail(subject, recipient, template, \*\*kwargs):

msg = Message(subject, sender=app.config['MAIL\_DEFAULT\_SENDER'], recipients=[recipient])

msg.html = render\_template(template, \*\*kwargs)

thr = Thread(target=async\_send\_mail, args=[app, msg])

thr.start()

return thr

@app.route('/')

def index():

return render\_template('index.html', name='Jerry')

#...

Было сделано несколько изменений. Функция send\_mail() теперь включает в себя всю логику отправки email. Она принимает тему письма, получателя и шаблон сообщения. Ей также можно передать дополнительные аргументы в виде аргументов-ключевых слов. Почему именно так? Дополнительные аргументы представляют собой данные, которые нужно передать шаблону. На 17 строке рендерится шаблон, а его результат передается атрибуту msg.html. На строке 18 создается объект Thread. Это делается с помощью передачи названия функции и аргументов функции, с которыми она должна быть вызвана. Следующая строка запускает потоки. Когда поток запускается, вызывается async\_send\_mail(). Теперь самое интересное. Впервые в коде работа происходит вне приложения (то есть, вне функции представления) в новом потоке. with app.app\_context(): создает контекст приложения, а mail.send() отправляет email.

Дальше нужно создать шаблон для сообщения обратной связи. В папке templates необходимо создать папку mail. Она будет хранить шаблоны для электронных писем. Внутри папки необходимо создать шаблон feedback.html со следующим кодом:

<p>You have received a new feedback from {{ name }} &lt;{{ email }}&gt; </p>

Теперь нужно изменить функцию представления contact(), чтобы использовать функцию send\_mail():

После этого нужно снова зайти на https://localhost:5000/contact, заполнить форму и отправить ее. В этот раз задержки не будет.

# #18 Аутентификация во Flask

Аутентификация — один из самых важных элементов веб-приложений. Этот процесс предотвращает попадание неавторизованных пользователей на непредназначенные для них страницы. Собственную систему аутентификации можно создать с помощью куки и хэширования паролей. Такой миниатюрный проект станет отличной проверкой полученных навыков.

Как можно было догадаться, уже существует расширение, которое может значительно облегчить жизнь. Flask-Login — это расширение, позволяющее легко интегрировать систему аутентификации в приложение Flask. Установить его можно с помощью следующей команды:

(env) gvido@vm:~/flask\_app$ pip install flask-login

## Создание модели пользователя

Сейчас информация о пользователях, которые являются администраторами или редакторами сайта, нигде не хранится. Первая задача — создать модель User для хранения пользовательских данных. Откроем main2.py, чтобы добавить модель User после модели Employee:

#..

class User(db.Model):

\_\_tablename\_\_ = 'users'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(100))

username = db.Column(db.String(50), nullable=False, unique=True)

email = db.Column(db.String(100), nullable=False, unique=True)

password\_hash = db.Column(db.String(100), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onupdate=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.username)

#...

Для обновления базы данных нужно создать новую миграцию. В терминале для создания нового скрипта миграции необходимо ввести следующую команду:

(env) gvido@vm:~/flask\_app$ python main2.py db migrate -m "Adding users table"

Запустить миграцию необходимо с помощью команды upgrade:

(env) gvido@vm:~/flask\_app$ python main2.py db upgrade

INFO [alembic.runtime.migration] Context impl MySQLImpl.

INFO [alembic.runtime.migration] Will assume non-transactional DDL.

INFO [alembic.runtime.migration] Running upgrade 6e059688f04e -> 0f0002bf91cc,

Adding users table

(env) gvido@vm:~/flask\_app$

Это создаст таблицу users в базе данных.

## Хэширование паролей

Пароли никогда не должны храниться в виде чистого текста в [**базе данных**](https://pythonru.com/uroki/14-sozdanie-baz-dannyh-vo-flask). Если так делать, злоумышленник, способный взломать базу данных, получит возможность узнать и пароли, и электронные адреса. Известно, что люди используют один и тот же пароль для разных сайтов, а это значит, что одна комбинация откроет злоумышленнику доступ к остальным аккаунтам пользователей.

Вместо хранения паролей прямо в базе данных, нужно сохранять их хэши. Хэш — это строка символов, которые смотрятся так, будто бы были подобраны случайно.

pbkdf2:sha256:50000$Otfe3YgZ$4fc9f1d2de2b6beb0b888278f21a8c0777e8ff980016e043f3eacea9f48f6dea

Хэш создается с помощью односторонней функции хэширования. Она принимает длину переменной и возвращает вывод фиксированной длины, которую мы и называем хэшем. Безопасным хэш делает тот факт, что его нельзя использовать для получения изначальной строки (поэтому функция и называется односторонней). Тем не менее для одного ввода односторонняя функция хэширования будет возвращать один и тот же результат.

Вот процессы, которые задействованы при создании хэша пароля:

Когда пользователь передает пароль (на этапе регистрации), необходимо его хэшировать и сохранить хэш в базу данных. Когда пользователь будет снова авторизоваться, функция повторно создаст хэш и сравнит его с тем, что хранится в базе данных. Если они совпадают, пользователь получит доступ к аккаунту. В противном случае, возникнет ошибка.

Flask поставляется с пакетом Werkzeug, в котором есть две вспомогательные функции для хэширования паролей.

| **Метод** | **Описание** |
| --- | --- |
| generate\_password\_hash(password) | Принимает пароль и возвращает хэш. По умолчанию использует одностороннюю функцию pbkdf2 для создания хэша. |
| check\_password\_hash(password\_hash, password) | Принимает хэш и пароль в чистом виде, затем сравнивает password и password\_hash. Если они одинаковые, возвращает True. |

Следующий код демонстрирует, как работать с этими функциями:

>>>

>>> from werkzeug.security import generate\_password\_hash, check\_password\_hash

>>>

>>> hash = generate\_password\_hash("secret password")

>>>

>>> hash

'pbkdf2:sha256:50000$zB51O5L3$8a43788bc902bca96e01a1eea95a650d9d5320753a2fbd16bea984215cdf97ee'

>>>

>>> check\_password\_hash(hash, "secret password")

True

>>>

>>> check\_password\_hash(hash, "pass")

False

>>>

>>>

Стоит обратить внимание, что когда check\_password\_hash() вызывается с правильными паролем (“secret password”), возвращается True, а если с неправильными — False.

Дальше нужно обновить модель User, и добавить в нее хэширование паролей:

#...

from werkzeug.security import generate\_password\_hash, check\_password\_hash

#...

#...

class User(db.Model):

#...

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onupdate=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.username)

def set\_password(self, password):

self.password\_hash = generate\_password\_hash(password)

def check\_password(self, password):

return check\_password\_hash(self.password\_hash, password)

#...

Создадим пользователей, чтобы проверить хэширование паролей.

(env) gvido@vm:~/flask\_app$ python main2.py shell

>>>

>>> from main2 import db, User

>>>

>>> u1 = User(username='spike', email='spike@example.com')

>>> u1.set\_password("spike")

>>>

>>> u2 = User(username='tyke', email='tyke@example.com')

>>> u2.set\_password("tyke")

>>>

>>> db.session.add\_all([u1, u2])

>>> db.session.commit()

>>>

>>> u1, u2

(<1:spike>, <2:tyke>)

>>>

>>>

>>> u1.check\_password("pass")

False

>>> u1.check\_password("spike")

True

>>>

>>> u2.check\_password("foo")

False

>>> u2.check\_password("tyke")

True

>>>

>>>

Вывод демонстрирует, что все работает как нужно, и в базе данных теперь есть два пользователя.

## Интеграция Flask-Login

Для запуска Flask-Login нужно импортировать класс LoginManager из пакета flask\_login и создать новый экземпляр LoginManager:

#...

from werkzeug.security import generate\_password\_hash, check\_password\_hash

from flask\_login import LoginManager

app = Flask(\_\_name\_\_)

app.debug = True

app.config['SECRET\_KEY'] = 'a really really really really long secret key'

app.config['SQLALCHEMY\_DATABASE\_URI'] = 'mysql+pymysql://root:pass@localhost/flask\_app\_db'

app.config['SQLALCHEMY\_TRACK\_MODIFICATIONS'] = False

app.config['MAIL\_SERVER'] = 'smtp.googlemail.com'

app.config['MAIL\_PORT'] = 587

app.config['MAIL\_USE\_TLS'] = True

app.config['MAIL\_USERNAME'] = 'youmail@gmail.com'

app.config['MAIL\_DEFAULT\_SENDER'] = 'youmail@gmail.com'

app.config['MAIL\_PASSWORD'] = 'password'

manager = Manager(app)

manager.add\_command('db', MigrateCommand)

db = SQLAlchemy(app)

migrate = Migrate(app, db)

mail = Mail(app)

login\_manager = LoginManager(app)

#...

Для проверки пользователей Flask-Login требует добавления нескольких методов в класс User. Эти методы перечислены в следующей таблице:

| **Метод** | **Описание** |
| --- | --- |
| is\_authenticated() | Возвращает True, если пользователь проверен (то есть, зашел с корректным паролем). В противном случае — False. |
| is\_active() | Возвращает True, если действие аккаунта не приостановлено. |
| is\_anonymous() | Возвращает True для неавторизованных пользователей. |
| get\_id() | Возвращает уникальный идентификатор объекта User. |

Flask-Login предлагает реализацию этих методов по умолчанию с помощью класса UserMixin. Так, вместо определения их вручную, можно настроить их наследование из класса UserMixin. Откроем main2.py, чтобы изменить заголовок модели User:

#...

from flask\_login import LoginManager, UserMixin

#...

class User(db.Model, UserMixin):

\_\_tablename\_\_ = 'users'

#...

Осталось только добавить обратный вызов user\_loader. Соответствующий метод можно добавить над моделью User.

#...

@login\_manager.user\_loader

def load\_user(user\_id):

return db.session.query(User).get(user\_id)

#...

Функция, принимающая в качестве аргумента декоратор user\_loader, будет вызываться с каждым запросом к серверу. Она загружает пользователя из идентификатора пользователя в куки сессии. Flask-Login делает загруженного пользователя доступным с помощью прокси current\_user. Для использования current\_user его нужно импортировать из пакета flask\_login. Он ведет себя как глобальная переменная и доступен как в функциях представления, так и в шаблонах. В любой момент времени current\_user ссылается либо на вошедшего в систему, либо на анонимного пользователя. Различать их можно с помощью атрибута is\_authenticated прокси current\_user. Для анонимных пользователей is\_authenticated вернет False. В противном случае — True.

## Ограничение доступа к просмотру

Пока что на сайте нет никакой административной панели. В этом уроке она будет представлена обычной страницей. Чтобы не допустить неавторизованных пользователей к защищенным страница у Flask-Login есть декоратор login\_required. Добавим следующий код в файле main2.py сразу за функцией представления updating\_session():

#...

from flask\_login import LoginManager, UserMixin, login\_required

#...

@app.route('/admin/')

@login\_required

def admin():

return render\_template('admin.html')

#...

Декоратор login\_required гарантирует, что функция представления admin() вызовется только в том случае, если пользователь авторизован. По умолчанию, если анонимный пользователь попытается зайти на защищенную страницу, он получит ошибку 401 «Не авторизован».

Необходимо запустить сервер и зайти на https://localhost:5000/login, чтобы проверить, как это работает. Откроется такая страница:

![Страница с ошибкой 401](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWUAAADVCAMAAAC45hFIAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC7lBMVEX////29vcWS3oKhP8VSnf39/i+vr/5+foAAAD+/v7h4eIXTX0USHUWS3sVSnj19fb4+PlphaLy8vKw////1IkAAF0TR3QAL4kvidTUiS+JLwCwXQD//9QAXbBdsP+J1P9ohKH/sF0USHbU/////7Bmg6BdAAAvAAAXTHwXTHsAAC9yjKcSRXJkgp9KSktigJ4USXZwi6Zrh6N0jamM2fttiaVdAC75+rMvAC9paWpgfpyysrMPOFwSO2AQOV3/5bLBwcJHa48nVYFubm6AgIAVITr//+RMTEzj//9AW3bu7u8vTmtGYHnL//+z5P8dQmW2trgwWoX9/d7GxsdbW1tYeJe3//+rq6yzjo7//rj///g5YYonRmsVAgCPs+OPj7P//8vitY5OZH5QcZHz8/OioqNDaI2Dg4bs/v/d+P33///Z2dnLn38AAxGAmLAFYbj/uGGAn8uOLwHS0tOfgJ/i4uIIAAGFnbPf//84VHFfAF8uAF0iBwL/++6x+fz/4JL52YwBMI//y5/pqlgONVro6OnPz9CP3/8BByEXWarVmk74s16PgJoAA0QgT3yJidRBBwKPLy8CS6DUiYm/ubpjuP2Aj7Ol0vrgkjXO2OOKLi6jUQvVsGBdAF1didSwXV0vL4xfX19cXq+JibBUksXHfSlqFgGzj4CNsP/V/9VVqeqJhy92dnavYi70wXR8yf8BI3qvXBLJ7/yJXQBIHgpcrtT/9doui4uY4f84jNFZEwDU1In0z5WK1rEpgLTUiVuJjGAvjduNXjSYzd6AgJ9DmOGfgIBdLy/U/7D46c/12K6tsbGxsV2w1IkMFh65jFwWSZkoGg8vLwCPtY1eXTOyiC+m7f//sIkGF1I3fMCx/bFdsLAAXYmJXYnk5OVdiYkCHmkAXV2WQgw+LV2ickL4470vLy+PgICw/9RdL4mst8eDx+xsQitCeLFtcrNdXQCKLl3fj4+zy7MVRnFdLV16HTQ0G1Hy9fSz48v/t7fBhv4hAAAbEklEQVR42uzde2xT1xkA8Etm6msWsMeIQ5o6dVkTSCBOMrKkDi0YYtLUG8yN0xgCodDGhDQJCckS2Mq7TXikVB0iQKCVisRD61gfiMFa0W7Qjqll2kObKrE/Kq1rVWnTpK2T9vhv5zvn3HvPffraIQZ870dyj++9xyb++ct3zn3Qcrwdkx8c/61vQnwtWfj9woKuoiguL6+oqIBviDpFPKGMp5lYSmLjUq3YSGING48rYplmvIij1OHIzfUuSBpeIXKFmEOistLBxAwpcsSYLgVeLy0tnYfiq1oByqaY/QDsF5X9RBkxl5eXaxg/gYzxQhRmjZc+TYkp50YN4zUs8uNy5GXwZ5kG9IuEuTQHKafCrFRGzBBGyoyzOWVDZpLDW79jEI8ZxffhWxHfThpr0dfatfDNxnfRV9J4hMTixYsffp6Nh41i8WItZnUyayqD8/TpGFlXuUqpLJUFkrOw3PqVLI/lqpqRNJmnK0IXGSsrmP2Msl8I6yjLnNXKLHVqyoSZdVUi+7c6szwMlVXOmulsqDwflAVmP6Ps91tJWRoCmdKsPdHQzuZ5yZRpzWBg5cjFxVZQ9qqT2eFIMqMzncsL2WSWmGXI1lD2pq6cYyqZQZkwyyqGLIoto6zKZocec45eMmtS41yeP58kM3u4UQxLwdgyyt6UlXPMKlNmOssQZQl1sSWVc+eMjwOzw6HjnJMSM1ZeSJWFZC5Wh1WURWanc44Rs87BiQ4zURYqM2YuLraVReXKyqTKJpjFXBYHQCaVy6VHllH2ypVV2ZxEeXopPWskcxZyWZjNsQWjvFw7l0fLqp1N/XzeTvIQorammi60Q71r90PVSftMUoTrSVuf0FL2KpRNMOcolEuVJ45EZXE2JzLDOU0hpZlc9jRdQ0AFPvTV1P/nmuTKsNmMYKaUPfX8KWib+bChcq555RylsoKZKlNmoiwaE2ZYlm9mUvlyTXVTf5Fz97M7RZm7SRl8T8GiWbNieMfZzeOq6dwM43P6pVrMgvJCqiwwl4vKpN0spfI//lRTLcgplWtrfsHzV53OQp730Q7vlqDHtTV/mAvbd8/l+SK08Y956EUKeOiFNqHag5aXM6YMzApkA2WDWfMM7TP6IrNKeaE4Z5augTAh5fKoDzRf2amtXOJzjkLBJuTVYlOS34m215YUQUGuLblKn/HKTmhHr8KOgrKMKSNmBTKj7BUqhnBwUulwJE9nxWUTOTOjXCVV5mIVs6R8orrWKJfJtlGeL5Mpk28oMs7CIvGZhUU4u3nf7lc7M1gxsPIphfICDeVcw9mcrnKOrvJ8MpvDysVK5YoKSRkVAL7s/RPVsrrchNZhg6TZdCK58qgPPwlmHJlVRuWiWcGsrZyb9CSoombkyJnVox8zzWCYKyrw1dPNimEKzzGYEaswv9NZKJTi6tH8TlQYYIgcLWOVccUQPwsoO06oHrDMZMXANVnBvFy61ppU2eCiNqtcqpfLwEwP/8qly9Maymi+nN+JFjxqcDL340fUD609/ytcN2CqVwijH5FG9aFMNC/Ez4aS4YOuGRv96klNVszktJVTTeYczWQWzhaRbBanGVS5okJLGU814NsjrXpUe+/Y8AhHJcGEgfL4uPzCiWIM1Lvcqq88n1Wmh9lYuUJfOSuCzY3lCxTMqutTDp0zR/rKIjNckZKiiqnMMuTsVFbWZfVNMAbnmjUOA7VKBoZmlatw4JpBS4bVlLWzWWc+p30WVJbLlHmeLJerqphktkDF0FdWZ3NlpYmSIRYNxZG2WllMZka5rs7SyrmVsjuNkigrTmiUKpWZZPazyVxnHWXBOdcUs+FJUIaZKlcZlYw6Kyl7F6SSzA4TJ0ERM1GuqmKzGZj90lyuzkrK3n8t8KbKbFIZaNlchgNAP63M9H5k61QM7XmGeWXJWab8lDrUtyY/lfXKGrc0m4lHzARSdtox2XGnKXuyMu4kZfh5pmZlqJQ902JHoolE9EhsWsaRp06dkp2hUHbH4tGu4YjLFRnuisZj7kwiT/0kdk+Whlx5JD7gcYnhGYiPZDKTQ+1clgar7I6GZrpkMTMUdWcslafcw1lAeTg+4FLFQHw4U8puKyi7410ujei6kZls9kyxhHJ0QAvZxQ1EM1QwrKA8EnLpRGjEVr5Fyu74TD3lmfFbXTMiwWDEksoxpl6019fLR8CYyikU0pePJIKBwPk4cgwGdZADASWzStm9qCMY7FjkzirluIdBflSu7ImrlRfpMoeaAziaQ85AQAc5GFQyK5Vj9YlBjhtM1MeySHlaVIbcLq8ZUdXBtluXORoIhEPOSOh8IDCiqQzIkYiSWaEcqx8kDwazgpkoe2JdBsiuLnXJ0GOONAfonKQj0KylTH2VzHJlN0bu6MDMTNFY/YMWzXeBtjf9cJ/R+9wQRrEOPegOh482arTo0TGm/5InG9mn7+1Yya7KuprP5SPDBsiu4SNOs8yJgHjzGcrmgB6yilmuvCjOCcpcYtFElPt6qfI62m5BRuvULXJ9YYW+sjzkXc3ncjRCPKdoIXPDWlNmbeZgoIu2OLQGPmobkQ2BcuWOQeknnNZxC5XXf28FRlK2zOdgQlne1XwuJyjo+UdlcZ5uTkijnixCKmUBligH1R+CJC/bL1cOclIu0xVRGe4u3bONw21eSx/Pl+0jyu+WoHVO3H8cdqMFP7bkhZUCDMZrWLVS2ZLF3nAYKsP66+HwjScbG1Z9+UV4C1r5YAV8Og2r/osf0v63XplLXVkn0OQigK2D0DWoo+wKkmVQWpFyth9l5/E923D7z5ZV27i+PdvwdkRc2MsJ+3c928L9rwXnMlZGZRkVh71biJKyRXtQdT7SCE3DOfSJdEN7tHH9dcSOqgoon0PE3dB/79HG9JSFiuHWqhiuSOoVQzdAmdQS2QeiVTGCQRcMf/KKAXocKg99eS3SRqFi7Hp1m7B/10P7xIrhwv0azm0xUKYDGuLEBWQJ5PJKUhzQY5zLK+nvQqpjn8nR75O0Rr8JKOPRj+SySzH69eFqgZShRa5zoTAwysJ+2DMm1WU6aOlWDFKgvwijmoBT1UAZd01LeRJmcvGwgfKIsbLBTA7nsKgMa/JcFvZD75IxpTLBxGqyFs819pICDA2uHDrK0DW9+fItOyrxwFEJKhpd4UBgMO1c1jsqEetyLyK8iuryr5H1cVkuC/v7xlCJHhPqckMc5eB1qLd05qZoxdK84YMV0A9qso5y6mPfZBxhR6UjbG3lLqLcZaSsc4QNc4zVJWQOgdsfoQnFZVkuC/uhlPTiXmPC6LcOF2fNllQO9HgrSm5UODq+1K0YhnO8jJ0t8uCzRcFERHsv/QwgTmXqbJEraY9u8zPg7nVc2soZO/M5ckpEHkl25tPFZShSGNDSGPvss/h3yBUpl31FavKvrnIZurpqFWWdOwVuZOZOAcso3+a7XqyifHvv4JrqjrVbQ/k23o2ISoZV7kbElwBvz521HpTM7vb2mVkZauXb9d8DgLuX3Vkad9C9+Na5S9z+Fw+T9S8eptlhNv6a5vOQMmdHBmZyNoKtbCvbYSvbyrayHbayrWyHrWwr28p22Mq2sh22sq1sK9sxAWX4f7TQ8Emrsyf4+gWpvkrrwe37Tz9jrm8hfvG8r99Nudx65R34ocv+ht+ja8fL23t+ummir9/6+vaUlF2zUP/9b5jsfenTu06ZJt5hQba18PBEkGcdwM2DJanl8gPwMxSl8qtyVyr7pNWbE3jh+/p96SinlstZoTyBotxaMJSWckp12erKrc+18ekppz64Wla59WAbbyunokymS0WXPtvO7z/dSRU/uvb7Ib5n7fvwq33fvWQ+Rdqy+zmu4cwQmQeiFaLc+vJFfv/f6bNdH36Gnv2bNcdwYZg1l/ytn19r63m7toSnox8zsSQDclP3xSF+ufATXPrtS3zPsgtZo9x6EMjqLuL324thLp0cutl56S2e73n7GbxK3uuOMwS24aTAIyi/9ylePbBJqCa/uwDpfgCTfQQTSN+Vl9Dy0M/waxDl99Be1BW2ol6fn+XzL6y/l3/zAjznykW+5zXnhr/8OGsqBk62ntP/OSO84R1vobdItuN18ff2AZrLJL2ZitFzsxO8yNwBPTq0D73KScqOOy//97HjQ/Bk/LeB8psrOG71WeGYZsk7+Nl9bTixl5wlCf56W3Yp927Cbc8Y2rALpV3ex6KHCWWkidtfckQOBOFZ8GHRivMa7EAfmqg8W/iBoDP6YPn8byBeVCcQ9hn8BI781mSRcpHUYuWy6lSUZzOj4HNDBAz3PtxIOx/6GJIcFSDhVX/+BvmLpA/WR1+tF39Q5PeiIHuV0ZS25+amD3/Slo5ya6GwC3rn7aSdsfv/2zu7kCmuM47P5by9KzvLztnZmWV4l13YaynSG68aCqFCQy6sJBB7pZbQ0gtpSbwIuamEYujbok2NFm3At2JJtWkI1o8qIcZqTKNWiSmahoa0hDQX7X3P83XOmY/VnddddeXMhbvvzpnz8ZtnnnPm+c8zuq0FS2jA7FXy0FJ+YRnKYDuPMmXY/nn2xpU12bLdJaXpl+1lytrrPh+6nl+2179l2llIynuLlF+bSPmPR3fc2BjNlHJQodz7oQ3nKTfAEiw25bxIOckmUNbrKD35rI3yBI9RpbwEDpzmSe2y9dfb5v1bPwBf9YtFpYyzjfGQz/xvXT1lWEdpPJbyi01mv73iH5Q7+1Up4yoOp77vfIHOA7/jtuFlXq8sJOUn/sHmRRbz/o/qKe+loVnKSHddsFlNQ1mvfOlMKl6O1VPe/JqZ+l78fvAMlLmNL1nZ8MVWWGrjm0ge+/0CUqYhvkUT0Yb/bgzqKQOeZ3/7xNEdYlG4520MXhBlxPD6sT8d/GaVMt6V/K18V2KcrrSC1xWU06dFH/YS1H373PadWz7ZaPr57q92WNlhYSgvoccNd/1ye/Du5ac2SuQHhrJr22YFn6fkjiu8cQVjDi8ss0npJexV+PdtGDNCAeKklXSObd4Hnz/bxqGk94/thH/BpJfAuMOfriNUdIe9axtV+Vaw83uXR+GfOf6Eze7hM4XlruGHcXKLYct6lFs+/6vu93s/PicGQtGisHM8lBHp9TKGbX73skSAHrv8fPjsU3tyoxoGW/6wQ/9glmDtI6Gj0VG0iGJNHC3iwwZDDoCcedpZu6FbunBWnycTLbrw+dPhT36zVb33+Nf//ZWtwYJRhldiTCtrLDkXQZNtaVZvyllq2uWHhbLfPGVP2W+esqfsKfvNU/aU/eYpe8qest88ZU/ZU/abp+wp+81T9pQ9Zb95yp6y3zxlT9lT9pun7Cn7zVP2lD1lv3nKnrKn7DdP+dGgnJv8gsFwHm8NyTmXaTDMmh/c68YB5fmUD45G2Tz5qNoMLFWbyRKt79+VsoppLMnN4TzezZJzTslgGK4ZS5IFSWl80SicJ2XVIM8tGo3vTnmlRZSjww/Ilk/371LD4GulEr2/L1dsOZ8d9Gj/JFueUF5s+UDrTn6ZrsvgwVCefL1NLAEXbonymvzRHbzUWijn7SkpK8yOhLww7nQSxnCGEswYSzrHw08hrQwv/5wzWW+NqHbwnil94MuMUn3daRw55xDfZA75+FwXM/VyTLdUnLcHh8V4BH3rdT/qwlSRmfcKxOx9MBsz1pQT+BP+GvdzznajY7FcgnmHia5QnJa8B0K1j+gP7XP4SqcqBuAwkzCl10Oo9odD80bOTI5JUs6Z0z1O5I2d4ytEmRLN4fBUsNZTDuNeV1f0akvOT57iWdWOUZdJsD28fi/sgV3aqE6MJLcRKsnDDD56XcCcktEBZajt2kiyisd9MET4PQck4tUUdO4vQe8VeOnRG11++VHGtgJVgafA8aAt03St4LSk1rSlXAJWAZjlRJO969YU5tJGvza/cxV4KSf8CY4ZegbVqTCjYxKgqN1JYpBAFb2zbMuKRxqNUu7KRI+RpO6bUAkBJUB2lmkKgtdn/HxZ3rxlhpcTbey5/rFAOYntoiBHehm1qWs0lOHkDg7zmifF48kRIGX4BiO0lDPu92AYOpS5HB8Tu5TJ8vrkDZLQeeUlVlGkTMSwfegKeZAE8Sl5zVLYWe1mgbETtMfUXaDckXLq7AHc0XMtM7oA/hrs1nuy4oqKVznYgq7JpYwVD4YFyjQJKLIYhhfDVMxnq0wZGpfZxaUM103iUOZyOb2BIy1Q1pcO1EWUY2eQWEUdZapW1+FQzvH6IiS4P7K2TL3mIU3yGEy5sGpKqGuWsi4t6xKXMg8F+4C2ainj9xLlXhcqU44t65If7jb1VChHo5sHgypl9AwuZSoXjWIal0MZr2ZD2XkfSGrpVmw5pQKWMtYsZLGsQxmdibSXpCXKqUsZq44O48BjPOtwbO+QLFrz8SnBudJyLlU4aj8YBtLVhfWFSBS1ZwM/lDmU0Sfj5b2+v0k8+ydogPrgwW6hbH1NYk6H6pzfbShDM9DnbEUsHcvBvzBaNDCa/uAQJR4DYV3v80mDKsi9g6+Kr/fFx0LPzZmBktg9YMFIcIalnuXtzw6BTxYDTAp+mSdomD1hhuvgW5gY6Kf4jWbhhH9lq1Q01bvOTSZ9KKb3tI/ABE9Tffjm0Mx+J4e0EqDZ1N6uKK5e1/MZLliwS7IKgfnK3Olc0u2+AWVgpfMfcJDmlorLJbTq0FWMz9hF0OMjWiXZF0/hN6gCuto5nuIkp9vEJtA40Ex42cLJ/ykjwY9bbMt4ewJAYsN18eIYMvfNqpyPFtVtB1qzLecp1wQWpotbqHCu8Q0f+fTxZU/Zb56yp+w3T/mhpCxxBr7dbrwlaSWWLreaThBk5luhjQlh/aQ8omn/f4U6FqrBOCbaMobf1wK5eliv6wiJyXzesVdoY9quJenUlafVBfm9Uz7dvydbnmRnIMrdR1sua4Clrql0+srnYcsQfZoDZbx67x/ligZY7BqoBfefMkXqgbCi8D/EuTLzO4h9HH4enzwIQhBepSgaYSSPPin2CtEp0gMhOHWKCFDMLwH1CvURiYWBwqVC0gfPD98cUuwOoohSlgQZHhaFBKk7pTZIw2MpkJojg+HqUuhEZ1/mYHK0TdI9XOcmuzTlxPwvKtSfzjXpTqrcXVR/NGpf2q/r0+MBKdFSJp0tw7BdTrE8VBj498QKrZkIbNp+cFyDIdDAz2UKpUMdFL0Hgzr9gRPpB8dsNUQzXqRxSI9ZzlTCIVYsS5FfMchoxNpjqQ3S8DBSCQFpaA67woIexsxfNZFwtGxH24RDcif6kVPDbIAZdEgizNCHd1jKALZ2F9WvmUFtdO2m1WeLUmyTKNMQ5HdzpbMexdFz7HPOuh8cx7YseqBK7aMHRJlEC9EQxUFBND067IgOjlhHT+NwWUcVK7fBGl6ha4QQBT0jgDguxtE2oWTxIYleN3RkMdoHVwn2IandRd/Ew6C16LPiUGaKFcqd5eIKzFyWhaGYIRnKmelEQbUSys+1Cj71wMV2a6VF/a2IdUI6sA87EOViG4ltpkCZBT3smgoNubg0AyZp8ZEPbaHKQQkHqDDTHUDBpH4X18+eDMb51W7seAzpfoVyu1Ve52rP3C/acrsln5Zy7NCooeyOB6Ql7dgPGempJNbxIx7SvXK98p1ntwplIZzw+/hpJCQzO3OYo/eIH1MFg834jKMV1O8y9UcjnKyylZbqbHH8Muls5M3W9zetMmX53VA+2odnMciLgRSV8pBY6BLJk/XAnOYonjd1o0KOBTNG9139wzcOm2uPxTpTNnPsHrpzkLpTaoM1PKGMzcEf4tbh81/LctUiJkfbLK85UCkUlCRgokcEt8BaZkDCt4jDsAvrX/2yRa4t+VgDXf9tZ41Bel1EcweJaYofIIKlgZnjj36A0PS+j5Duk2hn8gnlTohS5pSTWwfYvw+cqUz8xiBy0RwDEetMWeU8NFHQHkttoIYXiRQIzeFwWNA7ro85/455lIgeuyNtk1RVeg+3zLPgGa+GheeloHtP4sMnqGXSno+HopbqXSex/t5ZvizIKcT3HMeQGXuuT7iSuLRpxgvt0l3JAB9A0Fdtw3V6uta7koeMMvu7mTdQvEuhv5qqhfeFsswYpZlj1jiK/13N7E5fXLhVbPTfF9tbuXT+tuw3H1/2lD1lv3nKnrLfmlNWjULuNSGPOakgTbJqJo3BWS3fPXNosjTgDnxtlBuJWyalb7bSXq2i1yAPb4ox3CFTr9HAZ2zLE27DprXlZs+8Vmy5YR5ezRgk/WcNtnzHgc+U8qSkuikpTxL1pyzeNA+vZgzln+4bZZOY13P0PhS3XN0PNT8S1PgZdkfGa180lK20RyKe0fXo4fzQSnt0xXX2ZTnl2kHY9SRGFeVTdC9W+qt5eIKMHvfPx2cwyFY/BugYJQrSyQpF6yQ5k41ItEdu4NSXLZMvSLoO5DZyne7A727LHLVf7Yr8xOJWQfezmh8nzRlpDuS3V4SyyHWca2d1PR5FbKQ9/Ju0OE40ySn+msonZ0DFxtEU8/BiM42hoAKR0tTKeZUxGB0R3b3oeFg0M2k1pD2afBXK6xMhDeOecOKozsLAp6a8LJ8ibhV0P6v5BZw0x61jsFY5HkPkEJQ5ra4nmMy+wHyYdJ5x36amKdai4JrkRO1i7pL5vxklJY4OIzmvbgyiDrAjSsRArZtjvQZ1yROoxjuCAo0lMzppYeDNKYu4VdD9rOYnSXPcOo4tL1I28p2j68kozL7AXPUFyk6ViEMfMzgYVCnbBHg3w01Cx3VjKFBmsY7QmfA+UiZd0oyrSlkSxfpNZr8yZRG3SlOaaH6SNGeupKxC2ch3jq5nbNnsE8+8XLRl2wGWQdsXsxrKdh428qsjytWNwaUsYp0I3eNK8l402ZbbNp+ywRqDE/NE7xNxa9XV/UTzy1YucdKcEfNtPp0dDMt3jq7HPK73zT49KtLiMA0P9aO4kAgoGX9yRRfz8AAMiSj49QBdAizn1Y0BhWZ91qFaFusQFQ3NejDSJVHxc/MF6SGPzMlHdAY+BWUSs1aN3ifilqv7keYHMwcnzYUizTn5dEauk1w7q+tJUD41eXgwKtbiOBkwH1+lp3ToU+Lk9vnMQh6efQCIFgy00GA5L6iOYR+9eoASCVmsuwI1sZwZiPbIuiR6ftL1YHxQ762RJCg6OyhbdXHiGJIqnBdvyE7359bi0j0uhxcxWlRPWea+B7GpR48yX/Lmk2+Z2g8uR1KF99q6j3z6+LKn7DdP2VP2lP3mKXvKfvOUPWVP2W8zouy3+W//B/SO+Quu41kvAAAAAElFTkSuQmCC)

Вместо того чтобы показывать пользователю ошибку 401, лучше перенаправить его на страницу авторизации. Чтобы сделать это, нужно передать атрибуту login\_view экземпляра LoginManager значение функции представления login():

#...

migrate = Migrate(app, db)

mail = Mail(app)

login\_manager = LoginManager(app)

login\_manager.login\_view = 'login'

class Faker(Command):

'A command to add fake data to the tables'

#...

Сейчас функция login() определена следующим образом (но ее нужно будет поменять):

#...

@app.route('/login/', methods=['post', 'get'])

def login():

message = ''

if request.method == 'POST':

print(request.form)

username = request.form.get('username')

password = request.form.get('password')

if username == 'root' and password == 'pass':

message = "Correct username and password"

else:

message = "Wrong username or password"

return render\_template('login.html', message=message)

#...

Если теперь зайти на https://localhost:5000/admin/, произойдет перенаправление на страницу авторизации:
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Flask-Login также настраивает всплывающее сообщение, когда пользователя перенаправляют на страницу авторизации, но сейчас никакого сообщения нет, потому что шаблон авторизации (template/login.html) не отображает никаких сообщений. Нужно открыть login.html и добавить следующий код перед тегом <form>:

#...

{% endif %}

{% for category, message in get\_flashed\_messages(with\_categories=true) %}

<spam class="{{ category }}">{{ message }}</spam>

{% endfor %}

<form action="" method="post">

#...

Если снова зайти на https://localhost:5000/admin/, на странице отобразится сообщение.  
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Чтобы изменить содержание сообщения, нужно передать новый текст атрибуту login\_message экземпляра LoginManager.

Заодно почему бы не создать шаблон для функции представления admin(). Создадим новый шаблон admin.html со следующим кодом:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Title</title>

</head>

<body>

<h2>Logged in User details</h2>

<ul>

<li>Username: {{ current\_user.username }}</li>

<li>Email: {{ current\_user.email }}</li>

<li>Created on: {{ current\_user.created\_on }}</li>

<li>Updated on: {{ current\_user.updated\_on }}</li>

</ul>

</body>

</html>

Здесь используется переменная current\_user для отображения подробностей о авторизованном пользователе.

## Создание формы авторизации

Перед авторизацией нужно создать форму. В ней будет три поля: имя пользователя, пароль и запомнить меня. Откроем forms.py, чтобы добавить класс LoginForm под классом ContactForm:

#...

from wtforms import StringField, SubmitField, TextAreaField, BooleanField, PasswordField

#...

#...

class LoginForm(FlaskForm):

username = StringField("Username", validators=[DataRequired()])

password = PasswordField("Password", validators=[DataRequired()])

remember = BooleanField("Remember Me")

submit = SubmitField()

## Авторизация пользователей

Для авторизации пользователя Flask-Login предоставляет функцию login\_user(). Она принимает объект пользователя. В случае успеха возвращает True и устанавливает сессию. В противном случае — False. По умолчанию сессия, установленная login\_user(), заканчивается при закрытии браузера. Чтобы позволить пользователям оставаться авторизованными на дольше, нужно передать remember=True функции login\_user() при авторизации пользователя. Откроем main2.py, чтобы изменить функцию представления login():

#...

from forms import ContactForm, LoginForm

#...

from flask\_login import LoginManager, UserMixin, login\_required, login\_user, current\_user

#...

@app.route('/login/', methods=['post', 'get'])

def login():

form = LoginForm()

if form.validate\_on\_submit():

user = db.session.query(User).filter(User.username == form.username.data).first()

if user and user.check\_password(form.password.data):

login\_user(user, remember=form.remember.data)

return redirect(url\_for('admin'))

flash("Invalid username/password", 'error')

return redirect(url\_for('login'))

return render\_template('login.html', form=form)

#...

Дальше нужно обновить login.html, чтобы использовать класс LoginForm(). Нужно добавить в файл следующие изменения:

<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Login</title>

</head>

<body>

{% for category, message in get\_flashed\_messages(with\_categories=true) %}

<spam class="{{ category }}">{{ message }}</spam>

{% endfor %}

<form action="" method="post">

{{ form.csrf\_token }}

<p>

{{ form.username.label() }}

{{ form.username() }}

{% if form.username.errors %}

{% for error in form.username.errors %}

{{ error }}

{% endfor %}

{% endif %}

</p>

<p>

{{ form.password.label() }}

{{ form.password() }}

{% if form.password.errors %}

{% for error in form.password.errors %}

{{ error }}

{% endfor %}

{% endif %}

</p>

<p>

{{ form.remember.label() }}

{{ form.remember() }}

</p>

<p>

{{ form.submit() }}

</p>

</form>

</body>

</html>

Теперь можно авторизоваться. Если зайти https://localhost:5000/admin, произойдет перенаправление на страницу авторизации.

![перенаправление на страницу авторизации](data:image/png;base64,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)

Необходимо ввести корректное имя пользователя и пароль и нажать sumbit. Произойдет перенаправление на страницу администратора, которая должна выглядеть следующим образом.
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Если не кликнуть “Remember Me” при авторизации, после закрытия браузера сайт выйдет из аккаунта. Если кликнуть, то логин останется.

Если ввести неправильные имя пользователя или пароль, произойдет перенаправление на страницу авторизации со всплывающим сообщением:

![Ошибка авторизации во Flask](data:image/png;base64,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)

## Завершение сеансов пользователей (выход из аккаунтов)

Функция logout\_user() во Flask-Login завершает сеанс пользователя, удаляя его идентификатор из сессии. В файле main2.py нужно добавить следующий код под функцией представления login():

#...

from flask\_login import LoginManager, UserMixin, login\_required, login\_user, current\_user, logout\_user

#...

@app.route('/logout/')

@login\_required

def logout():

logout\_user()

flash("You have been logged out.")

return redirect(url\_for('login'))

#...

Далее необходимо обновить шаблон admin.html, чтобы добавить ссылку на маршрут logout:

#...

<ul>

<li>Username: {{ current\_user.username }}</li>

<li>Email: {{ current\_user.email }}</li>

<li>Created on: {{ current\_user.created\_on }}</li>

<li>Updated on: {{ current\_user.updated\_on }}</li>

</ul>

<p><a href="{{ url\_for('logout') }}">Logout</a></p>

</body>

</html>

Если сейчас зайти на https://localhost:5000/admin/ (будучи авторизованным), то в нижней части страницы должны быть ссылка для выхода из аккаунта.
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Если ее нажать, произойдет перенаправление на страницу авторизации.

![выход из аккаунта](data:image/png;base64,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)

## Финальные штрихи

Есть одна маленькая проблема со страницей авторизации. Сейчас если авторизованный пользователь зайдет на https://localhost:5000/login/, то он снова увидит страницу авторизации. Нет смысла в демонстрации формы авторизованному пользователю. Для разрешения этой проблемы нужно добавить следующие изменения в функцию представления login():

#...

@app.route('/login/', methods=['post', 'get'])

def login():

if current\_user.is\_authenticated:

return redirect(url\_for('admin'))

form = LoginForm()

if form.validate\_on\_submit():

#...

После этих изменений если авторизованный пользователь зайдет на страницу авторизации, он будет перенаправлен на страницу администратора.

# #19 Структура и эскиз приложения Flask

До этого момента все приложение хранилось в одном файле main2.py. Это нормально для маленьких программ, но когда масштабы растут, ими становится сложно управлять. Если разбить крупный файл на несколько, код в каждом из них становится читабельнее и предсказуемее.

У Flask нет никаких ограничений в плане структурирования приложений. Тем не менее существуют советы (гайдлайны) о том, как делать их модульными.

Мы будем использовать следующую структуру приложения.

/app\_dir

/app

\_\_init\_\_.py

/static

/templates

views.py

config.py

runner.py

Ниже описание каждого файла и папки:

| **Файл** | **Описание** |
| --- | --- |
| app\_dir | Корневая папка проекта |
| app | Пакет Python с файлами представления, шаблонами и статическими файлами |
| \_\_init\_\_.py | Этот файл сообщает Python, что папка app — пакет Python |
| static | Папка со статичными файлами проекта |
| templates | Папка с шаблонами |
| views.py | Маршруты и функции представления |
| config.py | Настройки приложения |
| runner.py | Точка входа приложения |

Оставшаяся часть урока будет посвящена преобразованию проекта к такой структуре. Начнем с создания config.py.

## Настройки на основе классов

Проект по созданию ПО обычно работает в трех разных средах:

1. Разработка
2. Тестирование
3. Рабочий режим

При развитии проекта понадобится определить разные параметры для разных сред. Некоторые также будут оставаться неизменными вне зависимости от среды. Внедрить такую систему конфигурации можно с помощью классов.

Начать стоит с определения настроек по умолчанию в базовом классе и только потом — создавать классы для отдельных сред, которые будут наследовать параметры из базового. Специальные классы могут перезаписывать или дополнять настройки, необходимые для конкретной среды.

Создадим файл config.py внутри папки flask\_app и добавим следующий код:

import os

app\_dir = os.path.abspath(os.path.dirname(\_\_file\_\_))

class BaseConfig:

SECRET\_KEY = os.environ.get('SECRET\_KEY') or 'A SECRET KEY'

SQLALCHEMY\_TRACK\_MODIFICATIONS = False

##### настройка Flask-Mail #####

MAIL\_SERVER = 'smtp.googlemail.com'

MAIL\_PORT = 587

MAIL\_USE\_TLS = True

MAIL\_USERNAME = os.environ.get('MAIL\_USERNAME') or 'YOU\_MAIL@gmail.com'

MAIL\_PASSWORD = os.environ.get('MAIL\_PASSWORD') or 'password'

MAIL\_DEFAULT\_SENDER = MAIL\_USERNAME

class DevelopementConfig(BaseConfig):

DEBUG = True

SQLALCHEMY\_DATABASE\_URI = os.environ.get('DEVELOPMENT\_DATABASE\_URI') or \

'mysql+pymysql://root:pass@localhost/flask\_app\_db'

class TestingConfig(BaseConfig):

DEBUG = True

SQLALCHEMY\_DATABASE\_URI = os.environ.get('TESTING\_DATABASE\_URI') or \

'mysql+pymysql://root:pass@localhost/flask\_app\_db'

class ProductionConfig(BaseConfig):

DEBUG = False

SQLALCHEMY\_DATABASE\_URI = os.environ.get('PRODUCTION\_DATABASE\_URI') or \

'mysql+pymysql://root:pass@localhost/flask\_app\_db'

Стоит обратить внимание, что в этом коде значения некоторых настроек впервые берутся у переменных среды. Также здесь есть некоторые значения по умолчанию, если таковые для сред не будут указаны. Этот метод особенно полезен, когда имеется конфиденциальная информацию, и ее не хочется вписывать напрямую в приложение.

Считывать настройки из класса будет метод from\_object():

app.config.from\_object('config.Create')

### Создание пакета приложения

В папке flask\_app нужно создать новую папку под названием app и переместить все файлы и папки в нее (за исключением env и migrations, а также созданного только что файла config.py). Внутри папки app нужно создать файл \_\_init\_\_.py со следующим кодом:

from flask import Flask

from flask\_migrate import Migrate, MigrateCommand

from flask\_mail import Mail, Message

from flask\_sqlalchemy import SQLAlchemy

from flask\_script import Manager, Command, Shell

from flask\_login import LoginManager

import os, config

# создание экземпляра приложения

app = Flask(\_\_name\_\_)

app.config.from\_object(os.environ.get('FLASK\_ENV') or 'config.DevelopementConfig')

# инициализирует расширения

db = SQLAlchemy(app)

mail = Mail(app)

migrate = Migrate(app, db)

login\_manager = LoginManager(app)

login\_manager.login\_view = 'login'

# import views

from . import views

# from . import forum\_views

# from . import admin\_views

\_\_init\_\_.py создает экземпляр приложения и запускает расширения. Если переменная среды FLASK\_ENV не задана, приложение запустится в режиме отладки (то есть, app.debug = True). Чтобы перевести приложение в рабочий режим, нужно установить для переменной среды FLASK\_ENV значение config.ProductionConfig.

После запуска расширений инструкция import на 21 строке импортирует все функции представления. Это нужно, что подключить экземпляр приложение к этим функциям, иначе Flask не будет о них знать.

Необходимо переименовать файл main2.py на views.py и обновить его так, чтобы он содержал только маршруты и функции представления. Это полный код обновленного файла views.py.

from app import app

from flask import render\_template, request, redirect, url\_for, flash, make\_response, session

from flask\_login import login\_required, login\_user,current\_user, logout\_user

from .models import User, Post, Category, Feedback, db

from .forms import ContactForm, LoginForm

from .utils import send\_mail

@app.route('/')

def index():

return render\_template('index.html', name='Jerry')

@app.route('/user/<int:user\_id>/')

def user\_profile(user\_id):

return "Profile page of user #{}".format(user\_id)

@app.route('/books/<genre>/')

def books(genre):

return "All Books in {} category".format(genre)

@app.route('/login/', methods=['post', 'get'])

def login():

if current\_user.is\_authenticated:

return redirect(url\_for('admin'))

form = LoginForm()

if form.validate\_on\_submit():

user = db.session.query(User).filter(User.username == form.username.data).first()

if user and user.check\_password(form.password.data):

login\_user(user, remember=form.remember.data)

return redirect(url\_for('admin'))

flash("Invalid username/password", 'error')

return redirect(url\_for('login'))

return render\_template('login.html', form=form)

@app.route('/logout/')

@login\_required

def logout():

logout\_user()

flash("You have been logged out.")

return redirect(url\_for('login'))

@app.route('/contact/', methods=['get', 'post'])

def contact():

form = ContactForm()

if form.validate\_on\_submit():

name = form.name.data

email = form.email.data

message = form.message.data

# здесь логика БД

feedback = Feedback(name=name, email=email, message=message)

db.session.add(feedback)

db.session.commit()

send\_mail("New Feedback", app.config['MAIL\_DEFAULT\_SENDER'], 'mail/feedback.html',

name=name, email=email)

flash("Message Received", "success")

return redirect(url\_for('contact'))

return render\_template('contact.html', form=form)

@app.route('/cookie/')

def cookie():

if not request.cookies.get('foo'):

res = make\_response("Setting a cookie")

res.set\_cookie('foo', 'bar', max\_age=60\*60\*24\*365\*2)

else:

res = make\_response("Value of cookie foo is {}".format(request.cookies.get('foo')))

return res

@app.route('/delete-cookie/')

def delete\_cookie():

res = make\_response("Cookie Removed")

res.set\_cookie('foo', 'bar', max\_age=0)

return res

@app.route('/article', methods=['POST', 'GET'])

def article():

if request.method == 'POST':

res = make\_response("")

res.set\_cookie("font", request.form.get('font'), 60\*60\*24\*15)

res.headers['location'] = url\_for('article')

return res, 302

return render\_template('article.html')

@app.route('/visits-counter/')

def visits():

if 'visits' in session:

session['visits'] = session.get('visits') + 1

else:

session['visits'] = 1

return "Total visits: {}".format(session.get('visits'))

@app.route('/delete-visits/')

def delete\_visits():

session.pop('visits', None) # удаление посещений

return 'Visits deleted'

@app.route('/session/')

def updating\_session():

res = str(session.items())

cart\_item = {'pineapples': '10', 'apples': '20', 'mangoes': '30'}

if 'cart\_item' in session:

session['cart\_item']['pineapples'] = '100'

session.modified = True

else:

session['cart\_item'] = cart\_item

return res

@app.route('/admin/')

@login\_required

def admin():

return render\_template('admin.html')

views.py содержит не только функции представления. Сюда перемещен код моделей, классов форм и другие функции для соответствующих файлов:

models.py

from app import db, login\_manager

from datetime import datetime

from flask\_login import (LoginManager, UserMixin, login\_required,

login\_user, current\_user, logout\_user)

from werkzeug.security import generate\_password\_hash, check\_password\_hash

class Category(db.Model):

\_\_tablename\_\_ = 'categories'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False, unique=True)

slug = db.Column(db.String(255), nullable=False, unique=True)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

posts = db.relationship('Post', backref='category', cascade='all,delete-orphan')

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.name)

post\_tags = db.Table('post\_tags',

db.Column('post\_id', db.Integer, db.ForeignKey('posts.id')),

db.Column('tag\_id', db.Integer, db.ForeignKey('tags.id'))

)

class Post(db.Model):

\_\_tablename\_\_ = 'posts'

id = db.Column(db.Integer(), primary\_key=True)

title = db.Column(db.String(255), nullable=False)

slug = db.Column(db.String(255), nullable=False)

content = db.Column(db.Text(), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onudate=datetime.utcnow)

category\_id = db.Column(db.Integer(), db.ForeignKey('categories.id'))

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.title[:10])

class Tag(db.Model):

\_\_tablename\_\_ = 'tags'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

slug = db.Column(db.String(255), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

posts = db.relationship('Post', secondary=post\_tags, backref='tags')

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.name)

class Feedback(db.Model):

\_\_tablename\_\_ = 'feedbacks'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(1000), nullable=False)

email = db.Column(db.String(100), nullable=False)

message = db.Column(db.Text(), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.name)

class Employee(db.Model):

\_\_tablename\_\_ = 'employees'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(255), nullable=False)

designation = db.Column(db.String(255), nullable=False)

doj = db.Column(db.Date(), nullable=False)

@login\_manager.user\_loader

def load\_user(user\_id):

return db.session.query(User).get(user\_id)

class User(db.Model, UserMixin):

\_\_tablename\_\_ = 'users'

id = db.Column(db.Integer(), primary\_key=True)

name = db.Column(db.String(100))

username = db.Column(db.String(50), nullable=False, unique=True)

email = db.Column(db.String(100), nullable=False, unique=True)

password\_hash = db.Column(db.String(100), nullable=False)

created\_on = db.Column(db.DateTime(), default=datetime.utcnow)

updated\_on = db.Column(db.DateTime(), default=datetime.utcnow, onupdate=datetime.utcnow)

def \_\_repr\_\_(self):

return "<{}:{}>".format(self.id, self.username)

def set\_password(self, password):

self.password\_hash = generate\_password\_hash(password)

def check\_password(self, password):

return check\_password\_hash(self.password\_hash, password)

forms.py

from flask\_wtf import FlaskForm

from wtforms import Form, ValidationError

from wtforms import StringField, SubmitField, TextAreaField, BooleanField

from wtforms.validators import DataRequired, Email

class ContactForm(FlaskForm):

name = StringField("Name: ", validators=[DataRequired()])

email = StringField("Email: ", validators=[Email()])

message = TextAreaField("Message", validators=[DataRequired()])

submit = SubmitField()

class LoginForm(FlaskForm):

username = StringField("Username", validators=[DataRequired()])

password = StringField("Password", validators=[DataRequired()])

remember = BooleanField("Remember Me")

submit = SubmitField()

utils.py

from . import mail, db

from flask import render\_template

from threading import Thread

from app import app

from flask\_mail import Message

def async\_send\_mail(app, msg):

with app.app\_context():

mail.send(msg)

def send\_mail(subject, recipient, template, \*\*kwargs):

msg = Message(subject, sender=app.config['MAIL\_DEFAULT\_SENDER'], recipients=[recipient])

msg.html = render\_template(template, \*\*kwargs)

thrd = Thread(target=async\_send\_mail, args=[app, msg])

thrd.start()

return thrd

Наконец, для запуска приложения нужно добавить следующий код в файл runner.py:

import os

from app import app, db

from app.models import User, Post, Tag, Category, Employee, Feedback

from flask\_script import Manager, Shell

from flask\_migrate import MigrateCommand

manager = Manager(app)

# эти переменные доступны внутри оболочки без явного импорта

def make\_shell\_context():

return dict(app=app, db=db, User=User, Post=Post, Tag=Tag, Category=Category, Employee=Employee, Feedback=Feedback)

manager.add\_command('shell', Shell(make\_context=make\_shell\_context))

manager.add\_command('db', MigrateCommand)

if \_\_name\_\_ == '\_\_main\_\_':

manager.run()

runner.py — это точка входа проекта. В первую очередь файл создает [**экземпляр объекта**](https://pythonru.com/primery/primery-raboty-s-klassami-v-python) Manager(). Затем он определяет функцию make\_shell\_context(). Объекты, которые вернет make\_shell\_context(), будут доступны в оболочке без импорта соответствующих инструкций. Наконец, метод run() экземпляра Manager будет вызван для запуска сервера.

### Порядок выполнения

В этом уроке было создано немало файлов, и достаточно легко запутаться в том, за что отвечает каждый из них, а также в порядке, в котором они запускаются. Этот раздел создан для разъяснения всего процесса.

Все начинается с исполнения файла runner.py. Вторая строка в файле runner.py импортирует app и db из пакета app. Когда интерпретатор Python доходит до этой строки, управление программой передается файлу \_\_init\_\_.py, который в этот момент начинает исполняться. На 7 строке \_\_init\_\_.py импортирует модуль config, который передает управление config.py. Когда исполнение config.py завершается, управление снова возвращается к \_\_init\_\_.py. На 21 строке \_\_init\_\_.py импортирует модуль views, который передает управление views.py. Первая строка views.py снова импортирует экземпляр приложения app из пакета app. Экземпляр приложения app уже в памяти, поэтому снова он не будет импортирован. На строках 4, 5 и 6 views.py импортирует модели, формы и функцию send\_mail и временно передает управление соответствующим файлам. Когда исполнение views.py завершается, управление программой возвращается к \_\_init\_\_.py. Это завершает исполнение \_\_init\_\_.py. Управление возвращается к runner.py и начинается исполнения инструкции на строке 3.

Третья строка runner.py импортирует классы, определенные в модуле models.py. Поскольку модели уже доступны в файле views.py, файл models.py не будет исполняться.

Поскольку runner.py работает как основной модуль, условие на 17 строке выполнено, и manager.run() запускает приложение.

### Запуск проекта

Теперь можно запускать проект. В терминале для запуска сервера нужно ввести следующую команду.

(env) gvido@vm:~/flask\_app$ python runner.py runserver

\* Restarting with stat

\* Debugger is active!

\* Debugger PIN: 391-587-440

\* Running on http://127.0.0.1:5000/ (Press CTRL+C to quit)

Если переменная среды FLASK\_ENV не установлена, предыдущая команда запустит приложение в режиме отладки. Если зайти на https://127.0.0.1:5000/, откроется домашняя страница со следующим содержанием:

Name: Jerry

Также необходимо проверить остальные страницы приложения, чтобы убедиться, что все работает.

Приложение теперь является гибким. Оно может получить совсем иной набор настроек с помощью всего лишь одной переменной среды. Предположим, нужно перевести приложение в рабочий режим. Для нужно всего лишь создать переменную среды FLASK\_ENV со значением config.ProductionConfig.

В терминале нужно вести следующую команду для создания переменной среды FLASK\_ENV:

(env) gvido@vm:~/flask\_app$ export FLASK\_ENV=config.ProductionConfig

Эта команда создает переменную среды в Linux и macOS. Пользователи Windows могут использовать следующую команду:

(env) C:\Users\gvido\flask\_app>set FLASK\_ENV=config.ProductionConfig

Снова запустим приложение.

(env) gvido@vm:~/flask\_app$ python runner.py runserver

\* Running on http://127.0.0.1:5000/ (Press CTRL+C to quit)

Теперь приложение работает в рабочем режиме. Если сейчас Python вызовет исключения, то вместо трассировки стека отобразится ошибка 500.

Поскольку сейчас все еще этап разработки, переменную среды FLASK\_ENV следует удалить. Она будет удалена автоматически при закрытии терминала. Чтобы сделать это вручную, нужно ввести следующую команду:

(env) gvido@vm:~/flask\_app$ unset FLASK\_ENV

Пользователи Windows могут использовать следующую команду:

(env) C:\Users\gvido\flask\_app>set FLASK\_ENV=

Проект теперь в лучшей форме. Его элементы организованы более логично. Использованный здесь подход подойдет для маленьких и средних по масштабу проектов. Тем не менее у Flask есть еще несколько козырей для тех, кто хочет быть еще продуктивнее.

## Blueprints (чертежы/схемы/планы/эскизы)

Эскизы — еще один способ организации приложений. Они предполагают разделение на уровне представления. Как и приложение Flask, эскиз может иметь собственные функции представления, шаблоны и статические файлы. Для них даже можно выбрать собственные URI. Предположим, ведется работа над блогом и административной панелью. Чертеж для блога будет включать функцию представления, шаблоны и статические файлы, необходимые только блогу. В то же время эскиз административной панели будет содержать файлы, которые нужны ему. Их можно использовать в виде модулей или пакетов.

Пришло время добавить эскиз к проекту.

### Создание эскиза

Сначала нужно создать папку main в папке flask\_app/app и переместить туда views.py и forms.py. Внутри папки main необходимо создать файл \_\_init\_\_.py со следующим кодом:

from flask import Blueprint

main = Blueprint('main', \_\_name\_\_)

from . import views

Здесь создается объект эскиза с помощью класса Blueprint. Конструктор Blueprint() принимает два аргумента: имя эскиза и имя пакета, где он расположен; для большинства приложений достаточно будет передать \_\_name\_\_.

По умолчанию функции представления в эскизе будут искать [**шаблоны**](https://pythonru.com/uroki/6-shablony-vo-flask) и статические файлы в папках приложения templates и static.

Изменить это можно, задав местоположение шаблонов и статических файлов при создании объекта Blueprint:

main = Blueprint('main', \_\_name\_\_,

template\_folder='templates\_dir')

static\_folder='static\_dir')

В этом случае [**Flask будет искать шаблоны**](https://pythonru.com/uroki/6-shablony-vo-flask) и статические файлы в папках templates\_dir и static\_dir, которые находятся в папке эскиза.

Путь шаблона, добавленный в эскизе, имеет более низкий приоритет по сравнению с папкой шаблонов приложения. Это значит, что если есть два шаблона с одинаковыми именами в папках templates\_dir и templates, Flask использует шаблон из папки templates.

Вот некоторые вещи, которые важно помнить, когда речь заходит о эскизах:

1. При использовании эскизов маршруты определяется с помощью декоратора route, а не экземпляра приложения (app).
2. Для[**создания URL**](https://pythonru.com/uroki/8-sozdanie-url-vo-flask) при использовании эскизов нужно в качестве префикса указать название эскиза, а через оператор точки (.) — конечную точку. Это необходимо для создания URL и в Python, и в шаблонах. Например:
3. url\_for("main.index")

Этот код вернет URL маршрута index эскиза main.  
Можно не указывать название эскиза, если работа ведется в том же эскизе, для которого создается URL. Например:

url\_for(".index")

Этот код вернет URL маршрута index для эскиза main в том случае, если код редактируется в функции представления или шаблоне эскиза main.

Чтобы приспособить изменения, нужно обновить инструкции import, вызовы url\_for() и маршруты во views.py. Это обновленная версия файла views.py.

from app import app, db

from . import main

from flask import Flask, request, render\_template, redirect, url\_for, flash, make\_response, session

from flask\_login import login\_required, login\_user, current\_user, logout\_user

from app.models import User, Post, Category, Feedback, db

from .forms import ContactForm, LoginForm

from app.utils import send\_mail

@main.route('/')

def index():

return render\_template('index.html', name='Jerry')

@main.route('/user/<int:user\_id>/')

def user\_profile(user\_id):

return "Profile page of user #{}".format(user\_id)

@main.route('/books/<genre>/')

def books(genre):

return "All Books in {} category".format(genre)

@main.route('/login/', methods=['post', 'get'])

def login():

if current\_user.is\_authenticated:

return redirect(url\_for('.admin'))

form = LoginForm()

if form.validate\_on\_submit():

user = db.session.query(User).filter(User.username == form.username.data).first()

if user and user.check\_password(form.password.data):

login\_user(user, remember=form.remember.data)

return redirect(url\_for('.admin'))

flash("Invalid username/password", 'error')

return redirect(url\_for('.login'))

return render\_template('login.html', form=form)

@main.route('/logout/')

@login\_required

def logout():

logout\_user()

flash("You have been logged out.")

return redirect(url\_for('.login'))

@main.route('/contact/', methods=['get', 'post'])

def contact():

form = ContactForm()

if form.validate\_on\_submit():

name = form.name.data

email = form.email.data

message = form.message.data

print(name)

print(email)

print(message)

# здесь логика БД

feedback = Feedback(name=name, email=email, message=message)

db.session.add(feedback)

db.session.commit()

send\_mail("New Feedback", app.config['MAIL\_DEFAULT\_SENDER'], 'mail/feedback.html',

name=name, email=email)

print("\nData received. Now redirecting ...")

flash("Message Received", "success")

return redirect(url\_for('.contact'))

return render\_template('contact.html', form=form)

@main.route('/cookie/')

def cookie():

if not request.cookies.get('foo'):

res = make\_response("Setting a cookie")

res.set\_cookie('foo', 'bar', max\_age=60\*60\*24\*365\*2)

else:

res = make\_response("Value of cookie foo is {}".format(request.cookies.get('foo')))

return res

@main.route('/delete-cookie/')

def delete\_cookie():

res = make\_response("Cookie Removed")

res.set\_cookie('foo', 'bar', max\_age=0)

return res

@main.route('/article/', methods=['POST', 'GET'])

def article():

if request.method == 'POST':

print(request.form)

res = make\_response("")

res.set\_cookie("font", request.form.get('font'), 60\*60\*24\*15)

res.headers['location'] = url\_for('.article')

return res, 302

return render\_template('article.html')

@main.route('/visits-counter/')

def visits():

if 'visits' in session:

session['visits'] = session.get('visits') + 1 # чтение и обновление данных сессии

else:

session['visits'] = 1 # настройка данных сессии

return "Total visits: {}".format(session.get('visits'))

@main.route('/delete-visits/')

def delete\_visits():

session.pop('visits', None) # удаление посещений

return 'Visits deleted'

@main.route('/session/')

def updating\_session():

res = str(session.items())

cart\_item = {'pineapples': '10', 'apples': '20', 'mangoes': '30'}

if 'cart\_item' in session:

session['cart\_item']['pineapples'] = '100'

session.modified = True

else:

session['cart\_item'] = cart\_item

return res

@main.route('/admin/')

@login\_required

def admin():

return render\_template('admin.html')

Стоит обратить внимание, что в файле views.py URL создаются без определения названия эскиза, потому что работа ведется в этом же эскизе.

Также нужно следующим образом обновить вызов url\_for() в admin.html:

#...

<p><a href="{{ url\_for('.logout') }}">Logout</a></p>

#...

Функции представления во views.py теперь ассоциируются с эскизом main. Дальше нужно зарегистрировать эскизы в приложении Flask. Необходимо открыть app/\_\_init\_\_.py и изменить его следующим образом:

#...

# создать экземпляр приложения

app = Flask(\_\_name\_\_)

app.config.from\_object(os.environ.get('FLASK\_ENV') or 'config.DevelopementConfig')

# инициализирует расширения

db = SQLAlchemy(app)

mail = Mail(app)

migrate = Migrate(app, db)

login\_manager = LoginManager(app)

login\_manager.login\_view = 'main.login'

# регистрация blueprints

from .main import main as main\_blueprint

app.register\_blueprint(main\_blueprint)

#from .admin import main as admin\_blueprint

#app.register\_blueprint(admin\_blueprint)

Метод register\_blueprint() экземпляра приложения используется для регистрации эскиза. Можно зарегистрировать несколько эскизов, вызвав register\_bluebrint() для каждого. Важно обратить внимание, что на 11 строке login\_manager.login\_view присваивается main.login. В этом случае важно указать, о каком эскизе идет речь, иначе Flask не сможет понять, на какой эскиз ссылается код.

Сейчас структура приложения выглядит так:

├── flask\_app/

├── app/

│ ├── \_\_init\_\_.py

│ ├── main/

│ │ ├── forms.py

│ │ ├── \_\_init\_\_.py

│ │ └── views.py

│ ├── models.py

│ ├── static/

│ │ └── style.css

│ ├── templates/

│ │ ├── admin.html

│ │ ├── article.html

│ │ ├── contact.html

│ │ ├── index.html

│ │ ├── login.html

│ │ └── mail/

│ │ └── feedback.html

│ └── utils.py

├── migrations/

│ ├── alembic.ini

│ ├── env.py

│ ├── README

│ ├── script.py.mako

│ └── versions/

│ ├── 0f0002bf91cc\_adding\_users\_table.py

│ ├── 6e059688f04e\_adding\_employees\_table.py

├── runner.py

├── config.py

├── env/

## Фабрика приложения

В приложении уже используются пакеты и эскизы (blueprints). Его можно улучшать и дальше, передав функцию создания экземпляров приложения Фабрике приложения. Это всего лишь функция, создающая объект.

Что это даст:

1. Упростит процесс тестирования, потому что можно будет создать экземпляр приложения с разными настройками
2. Можно будет запускать несколько экземпляров одного приложения в одном и том же процессе. Это удобно, когда используется балансировка нагрузки трафика между разными серверами.

Для внедрения фабрики приложения нужно обновить app/\_\_init\_\_.py:

from flask import Flask

from flask\_migrate import Migrate, MigrateCommand

from flask\_mail import Mail, Message

from flask\_sqlalchemy import SQLAlchemy

from flask\_script import Manager, Command, Shell

from flask\_login import LoginManager

import os, config

db = SQLAlchemy()

mail = Mail()

migrate = Migrate()

login\_manager = LoginManager()

login\_manager.login\_view = 'main.login'

# Фабрика приложения

def create\_app(config):

# создание экземпляра приложения

app = Flask(\_\_name\_\_)

app.config.from\_object(config)

db.init\_app(app)

mail.init\_app(app)

migrate.init\_app(app, db)

login\_manager.init\_app(app)

from .main import main as main\_blueprint

app.register\_blueprint(main\_blueprint)

#from .admin import main as admin\_blueprint

#app.register\_blueprint(admin\_blueprint)

return app

Теперь за создание экземпляров приложения ответственна функция create\_app. Она принимает один аргумент config и возвращает экземпляр приложения.

Фабрика приложений разделяет процесс создания экземпляров расширений и их настройки. Создание экземпляров происходит до того, как create\_app() вызывается, а настройка происходит внутри функции create\_app() с помощью метода init\_app().

Дальше нужно обновить runner.py для фабрики приложения:

import os

from app import db, create\_app

from app.models import User, Post, Tag, Category, Employee, Feedback

from flask\_script import Manager, Shell

from flask\_migrate import MigrateCommand

app = create\_app(os.getenv('FLASK\_ENV') or 'config.DevelopementConfig')

manager = Manager(app)

def make\_shell\_context():

return dict(app=app, db=db, User=User, Post=Post, Tag=Tag, Category=Category,

Employee=Employee, Feedback=Feedback)

manager.add\_command('shell', Shell(make\_context=make\_shell\_context))

manager.add\_command('db', MigrateCommand)

if \_\_name\_\_ == '\_\_main\_\_':

manager.run()

Стоит заметить, что при использовании фабрик приложения пропадает доступ к экземпляру приложения в эскизе во время импорта. Для получения доступа к экземплярам в эскизе нужно использовать прокси current\_app из пакета flask. Необходимо обновить проект для использования переменной current\_app:

from app import db

from . import main

from flask import (render\_template, request, redirect, url\_for, flash,

make\_response, session, current\_app)

from flask\_login import login\_required, login\_user, current\_user, logout\_user

from app.models import User, Feedback

from app.utils import send\_mail

from .forms import ContactForm, LoginForm

@main.route('/')

def index():

return render\_template('index.html', name='Jerry')

@main.route('/user/<int:user\_id>/')

def user\_profile(user\_id):

return "Profile page of user #{}".format(user\_id)

@main.route('/books/<genre>/')

def books(genre):

return "All Books in {} category".format(genre)

@main.route('/login/', methods=['post', 'get'])

def login():

if current\_user.is\_authenticated:

return redirect(url\_for('.admin'))

form = LoginForm()

if form.validate\_on\_submit():

user = db.session.query(User).filter(User.username == form.username.data).first()

if user and user.check\_password(form.password.data):

login\_user(user, remember=form.remember.data)

return redirect(url\_for('.admin'))

flash("Invalid username/password", 'error')

return redirect(url\_for('.login'))

return render\_template('login.html', form=form)

@main.route('/logout/')

@login\_required

def logout():

logout\_user()

flash("You have been logged out.")

return redirect(url\_for('.login'))

@main.route('/contact/', methods=['get', 'post'])

def contact():

form = ContactForm()

if form.validate\_on\_submit():

name = form.name.data

email = form.email.data

message = form.message.data

# логика БД здесь

feedback = Feedback(name=name, email=email, message=message)

db.session.add(feedback)

db.session.commit()

send\_mail("New Feedback", current\_app.config['MAIL\_DEFAULT\_SENDER'], 'mail/feedback.html',

name=name, email=email)

flash("Message Received", "success")

return redirect(url\_for('.contact'))

return render\_template('contact.html', form=form)

@main.route('/cookie/')

def cookie():

if not request.cookies.get('foo'):

res = make\_response("Setting a cookie")

res.set\_cookie('foo', 'bar', max\_age=60\*60\*24\*365\*2)

else:

res = make\_response("Value of cookie foo is {}".format(request.cookies.get('foo')))

return res

@main.route('/delete-cookie/')

def delete\_cookie():

res = make\_response("Cookie Removed")

res.set\_cookie('foo', 'bar', max\_age=0)

return res

@main.route('/article', methods=['POST', 'GET'])

def article():

if request.method == 'POST':

res = make\_response("")

res.set\_cookie("font", request.form.get('font'), 60\*60\*24\*15)

res.headers['location'] = url\_for('.article')

return res, 302

return render\_template('article.html')

@main.route('/visits-counter/')

def visits():

if 'visits' in session:

session['visits'] = session.get('visits') + 1

else:

session['visits'] = 1

return "Total visits: {}".format(session.get('visits'))

@main.route('/delete-visits/')

def delete\_visits():

session.pop('visits', None) # удаление посещений

return 'Visits deleted'

@main.route('/session/')

def updating\_session():

res = str(session.items())

cart\_item = {'pineapples': '10', 'apples': '20', 'mangoes': '30'}

if 'cart\_item' in session:

session['cart\_item']['pineapples'] = '100'

session.modified = True

else:

session['cart\_item'] = cart\_item

return res

@main.route('/admin/')

@login\_required

def admin():

return render\_template('admin.html')

utils.py

from . import mail, db

from flask import render\_template, current\_app

from threading import Thread

from flask\_mail import Message

def async\_send\_mail(app, msg):

with app.app\_context():

mail.send(msg)

def send\_mail(subject, recipient, template, \*\*kwargs):

msg = Message(subject, sender=current\_app.config['MAIL\_DEFAULT\_SENDER'], recipients=[recipient])

msg.html = render\_template(template, \*\*kwargs)

thr = Thread(target=async\_send\_mail, args=[current\_app.\_get\_current\_object(), msg])

thr.start()

return thr

В [**этих уроках**](https://pythonru.com/tag/uroki-po-flask-na-russkom) речь шла о многих вещах, которые дают необходимые знания о Flask, его составляющих и том, как они сочетаются между собой.